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Chapter 1

Introduction

About This Guide

This document provides an introduction to using the Xilinx® Vivado® Design Suite flow for
using the Zynq®-7000 SoC device. The examples are targeted for the Xilinx ZC702 Rev 1.0
evaluation board and the tools used are the Vivado® Design Suite and the Vitis™ unified
software platform.

The examples in this document were created using the Xilinx tools running on Windows 7,
64-bit operating system, and Petalinux on Linux 64-bit operating system. Other versions of
the tools running on other Window installs might provide varied results. These examples
focus on introducing you to the following aspects of embedded design.

Note: The sequence mentioned in the tutorial steps for booting Linux on the hardware is specific to
the Petalinux tools released for 2019.2, which must be installed on the Linux host machine for
exercising the Linux portions of this document.

Document Audience and Scope

The purpose of this guide is to empower software application developers, system software
designers, and system hardware designers by providing the following:

« Tutorials for creating a system with the Zyng-7000 SoC processing system (PS) and the
programmable logic (PL)

« Tutorials on booting the Linux OS on the Zynq SoC board and application development
with Petalinux tools

« Tutorials on debugging in the Vitis integrated design environment (IDE)

« System design examples

Example Project

The best way to learn a tool is to use it. So, this guide provides opportunities for you to
work with the tools under discussion. Specifications for sample projects are given in the
example sections, along with an explanation of what is happening behind the scenes. Each
chapter and examples are meant to showcase different aspects of embedded design. The
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example takes you through the entire flow to complete the learning and then moves on to
another topic.

Additional Documentation

Vivado Design Suite, System Edition

Xilinx offers a broad range of development system tools, collectively called the Vivado
Design Suite. Various Vivado Design Suite editions can be used for embedded system
development. In this guide, you will use the System Edition. The Vivado Design Suite
editions are shown in the following figure.

Vivado Design Suite - HLx Editions

Vivado Design Suite - Vivado HL

HLx Edition Features Sy e m e Evaluation
Edition

Accelerating Implementation

Synthesis and Place and

Route * ° ¢ ¢
Partial Reconfiguration® L] L] L] L]
Accelerating Verification
Vivado Simulator . L] . .
Vivado Device
e ° ° ° ]
Programmer
Vivado Logic Analyzer . . L] . L]
Vivado Serial /O Analyzer . L] L] L] L]
Debug IP (ILA/VIO/IEERT) [ ] [ ] [ ] [ ]
Accelerating High Level Design
Vivado High-Level
. . . [ ]
Synthesis
Vivado IP Integrator ® . ® ]
System Generator for
L] []

Dsp
*Can be purchased as an option.
Figure 1-1: Vivado Design Suite Editions
Other Vivado Components

Other Vivado components include:
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« Embedded/Soft IP for the Xilinx embedded processors
+ Documentation

« Sample projects

Vitis Unified Software Platform

The Vitis unified software platform is an integrated development environment (IDE) for the
development of embedded software applications targeted towards Xilinx embedded
processors. The Vitis software platform works with hardware designs created with Vivado
Design Suite. The Vitis software platform is based on the Eclipse open source. For more
information about the Eclipse development environment, see http://www.eclipse.org.

Petalinux Tools
For more information, see the Embedded Design Tools web page.

The PetalLinux Tools design hub provides information and links to documentation specific to
the Petalinux Tools. For more information, see Embedded Design Hub - PetalLinux Tools.

How Zynq Devices Simplify Embedded Processor
Design

Embedded systems are complex. Hardware and software portions of an embedded design
are projects in themselves. Merging the two design components so that they function as
one system creates additional challenges. Add an FPGA design project to the mix, and your
design has the potential to become complicated.

The Zyng SoC solution reduces this complexity by offering an Arm® Cortex®-A9 dual core,
along with programmable logic, all within a single SoC.

To simplify the design process, Xilinx offers the Vivado Design Suite and the Vitis software
platform. This set of tools provides you with everything you need to simplify embedded
system design for a device that merges an SoC with an FPGA. This combination of tools
offers hardware and software application design, debugging capability, code execution, and
transfer of the design onto actual boards for verification and validation.
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How the Vivado Tools Expedite the Design Process

You can use the Vivado Design Suite tools to add design sources to your hardware. These
include the IP integrator, which simplifies the process of adding IP to your existing project
and creating connections for ports (such as clock and reset).

You can accomplish all your hardware system development using the Vivado tools along
with IP integrator. This includes specification of the microprocessor, peripherals, and the
interconnection of these components, along with their respective detailed configuration.

The Vitis software platform is used for software development, and can be installed and used
without any other Xilinx tools installed on the machine on which it is loaded. The Vitis
software platform can also be used to debug software applications.

The Zynq SoC Processing System (PS) can be booted and made to run without
programming the FPGA (programmable logic or PL). However, in order to use any soft IP in
the fabric, or to bond out PS peripherals using EMIO, programming of the PL is required.
You can program the PL in the Vitis software platform.

For more information on the embedded design process, see the Vivado Design Suite
Tutorial: Embedded Processor Hardware Design (UG940) [Ref 5].

What You Need to Set Up Before Starting

Before discussing the tools in depth, you should make sure they are installed properly and
your environments match those required for the "Example Project" sections of this guide.

Hardware Requirements for this Guide

This tutorial targets the Zynq ZC702 Rev 1.0 evaluation board, and can also be used for Rev
1.0 boards. To use this guide, you need the following hardware items, which are included
with the evaluation board:

e The ZC702 evaluation board
« AC power adapter (12 VDC)
« USB Type-A to USB Mini-B cable (for UART communications)

« USB Type-A to USB Micro cable for programming and debugging via USB-Micro JTAG
connection

« SD-MMC flash card for Linux booting

« Ethernet cable to connect target board with host machine
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Installation Requirements

Vitis Software Platform and Vivado Design Suite

Ensure that you have both the Vitis software platform and the Vivado Design Suite installed.
Visit the Xilinx Support Page to ensure that you download the latest software version. To
install the Vitis software platform, follow the instructions in the Installation section of the
Vitis Embedded Software Development Flow Documentation (UG1400) [Ref 10]. When you
install the Vitis software platform, the Vivado Design Suite is installed automatically.

To install Vivado by itself, see the Vivado Design Suite User Guide: Release Notes, Installation,
and Licensing (UG973) [Ref 6].

& vitis IDE 2019.2 Instalier - Vitis Development Enviranments |?|W
Vitis Development Environments

Cusieenize yout matEation by {dejselecting #Ems n the res below. Mownd the cursor over ve selectinns befow provides additional ifarmation,

Choos @ the right devices for your Erget device,

=/ e Design Tools

# |m| WVitis Devefopment Environment DE

[F] s daviess for Alves and Xilink edge aceelaraticn platiorms
= |m| Dpevices for Custom Platforms
=- [m] sofs
+|  Zyno-7000
7| Zyno LeraScales MPSOC
2yng UWeraSaale+ RFS0C

£ 7 Serins
£ || Ulrascale
* Ultrascale+
# Enginearing Sampde Dewces for Custom Pladforms
g IrstaFation Options
#|  trstall Cable Orivars [¥ou MUST disconnect all Xilro Platform Cable USE 1 cables before proceeding)
[¥| Accuie or Hanage a License Key
¥

Download Sre: 14.08 GE

[ Besetto Dok |
Disk Space Required: 56.87 G| L

Ceyright © 1085-2019 Xiing, Inc. Al rights <Back || Wexs || cancel |
rasered, L z 1L

Figure 1-2: Vitis Software Platform 2019.2 Installer - Select Development Environment
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Petalinux Tools

The Petalinux tool offers a full Linux distribution which includes the Linux OS as well as a
complete configuration, build, and deploy environment for Xilinx silicon.

Install the PetaLinux Tools to run through the Linux portion of this tutorial. PetaLinux tools
run under the Linux host system running one of the following:

« Red Hat Enterprise Workstation/Server 7.2, 7.3, 7.4, 7.5 (64-bit)
« Cent0S 7.2,7.3,7.4,7.5 (64-bit)
« Ubuntu Linux 16.04.3, 16.04.4 (64-bit)

This can use either a dedicated Linux host system or a virtual machine running one of these
Linux operating systems on your Windows development platform.

When you install PetaLinux Tools on your system of choice, you must do the following:

« Download PetalLinux software (version 2019.2) from the Xilinx Website.
« Install the Petalinux (version 2019.2) release package.

« Add common system packages and libraries to the workstation or virtual machine. For
more details, see the Installation Requirements from Petalinux Tools Documentation:
Reference Guide (UG1144) [Ref 8].

Prerequisites

« 8 GB RAM (recommended minimum for Xilinx tools)
e 2 GHz CPU clock or equivalent (minimum of 8 cores)

« 100 GB free HDD space

Extract the Petalinux Package

By default, the installer installs the package as a subdirectory within the current directory.
Alternatively, you can specify an installation path. Run the downloaded PetalLinux installer.

Note: Ensure that the Petalinux installation path is kept short. The PetaLinux build will fail if the path
exceeds 255 characters.

bash> ./petalinux-v2019.2-final-installer.run

Petalinux is installed in the petalinux-v2019.2-£final directory, directly underneath
the working directory of this command. If the installer is placed in the home directory
/home/user, PetalLinux is installed in /home/user/petalinux-v2019.2-final.

Refer to Chapter 6, Linux Booting and Debug in the Vitis Software Platform for additional
information about the Petalinux environment setup, project creation, and project usage
examples. A detailed guide on Petalinux Installation and usage can be found in the
Petalinux Tools Documentation: Reference Guide (UG1144) [Ref 8].
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Software Licensing

Xilinx software uses FLEXnet licensing. When the software is first run, it performs a license
verification process. If the license verification does not find a valid license, the license
wizard guides you through the process of obtaining a license and ensuring that the license
can be used with the tools installed. If you do not need the full version of the software, you
can use an evaluation license.For installation instructions and information, see the Vivado
Design Suite User Guide: Release Notes, Installation, and Licensing (UG973) [Ref 6].

Tutorial Design Files

See Design Files for This Tutorial, page 134 for information about downloading the design
files for this tutorial.
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Chapter 2

Using the Zyng SoC Processing System

Now that you have been introduced to the Xilinx® Vivado® Design Suite, you will begin
looking at how to use it to develop an embedded system using the Zynq®-7000 SoC
Processing System (PS).

The Zynq SoC consists of Arm® Cortex®-A9 cores, many hard intellectual property
components (IPs), and programmable logic (PL). This offering can be used in two ways:

« The Zynqg SoC PS can be used in a standalone mode, without attaching any additional
fabric IP.

« |IP cores can be instantiated in fabric and attached to the Zynq PS as a PS+PL
combination.

Embedded System Configuration

Creation of a Zynq device system design involves configuring the PS to select the
appropriate boot devices and peripherals. To start with, as long as the PS peripherals and
available MIO connections meet the design requirements, no bitstream is required. This
chapter guides you through creating a simple PS-based design that does not require a
bitstream.
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Chapter 2: Using the Zynq SoC Processing System

Example Project: Creating a New Embedded Project

with Zynq SoC

For this example, you will launch the Vivado Design Suite and create a project with an
embedded processor system as the top level.

Starting Your Design

1. Start the Vivado Design Suite.

2. In the Vivado Quick Start page, click Create Project to open the New Project wizard.

3. Use the information in the table below to make selections in each of the wizard screens.

Wizard Screen

System Property

Setting or Command to Use

Project Name

Project name

edt_tutorial

Project Location

C:/designs

Create Project Subdirectory

Leave this checked

Project Type

Specify the type of sources for
your design. You can start with
RTL or a synthesized EDIF.

RTL Project

Do not specify sources at this
time check box

Leave this unchecked.

Add Sources

Do not make any changes to this screen.

Add Constraints

Do not make any changes to this screen.

Default Part

Select

Boards

Board

ZYNQ-7 ZC702 Evaluation Board

New Project Summary

Project Summary

Review the project summary.

4. Click Finish. The New Project wizard closes and the project you just created opens in the

Vivado design tool.

Creating an Embedded Processor Project

Perform the following steps to create an embedded processor project.

1. In the Flow Navigator, under IP Integrator, click Create Block Design.
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4 IP Integrator

ZF Create Block Design

-1:* Open Block D
&5 Generate Blo

Figure 2-1:

Chapter 2: Using the Zynq SoC Processing System

== Simulation Sources (1)

- sim_1 (1)

Create Block Design

Create and add an IP subsystem to the project.

The Create Block Design wizard opens.

Create Block Design Button

2. Use the following information to make selections in the Create Block Design wizard.

Wizard Screen

System Property

Setting or Command to Use

Create Block Design Design Name

tutorial_bd

Directory

<Local to Project>

Specify Source Set

Design Sources

3. Click OK.

The Diagram window view opens with a message that states that this design is empty. To
get started, you will next add some IP from the catalog.

4. Click the Add IP button & .

5. In the search box, type zyng to find the Zynq device IP options.

6. Double-click the ZYNQ7 Processing System IP to add it to the Block Design.

The Zynq SoC processing system IP block appears in the Diagram view, as shown in

Figure 2-2.
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Diagram Address Editor 70C
E FOR ) + E o+ C 9 Default View &
# Designer Assistance available, Run Block Automation
processing_system7_0

oof ]|

e 1o+

= M_AXIGPO_ACLK ZYNO‘ MAKLGRO [

. FCLECLED =

FCLK_RESETON ©

ZYNQT Processing System
Figure 2-2: Zynq SoC Processing System IP Block

Managing the Zynq7 Processing System in Vivado

Now that you have added the processor system for the Zyng SoC to the design, you can

begin managing the available options.

1. Double-click the ZYNQ7 Processing System block in the Block Diagram window.
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The Re-customize IP dialog box opens, as shown Figure 2-3. Notice that by default, the
processor system does not have any peripherals connected.

1} Re-customize IP \EI
ZYNQ7 Processing System (5.5) '
i) Documentation 3 Presets [ P Location & Import XPS Settings
Page Mavigator « | Zyng Block Design Summary Report
Zynq Block Design
/
) 110 Peripherals ot
PS-PL Configuration 3
SPID Setlings Application Processor Unit (APU)
Peripheral /O Pi Bankd L
eripheral 10 Pins - =
(150) e ARM Cortex Ko ARM Cortex A9
MIO Configuration
g gm? System Level Rl
Control R
Clock Configuration LART 0 e B4
v UART 1 N AXI
DDR Configuration i GPIO 6 TG ] | »ee
o) SDO A oMAS =F | e
SMC T\mmg Calculation bl - $D1 = Channel l 512 KB L2 Cache and Controlier ‘ Poris
USE 0
USB 1 oM 256 KB
Interrupts el CoreSight Interconnect SRAM |
ENET 1 Central o
Banki _ Interconnect 3
MK FLASH Memory 0
(53:18) nerfaces Le—d P e |
1 Memory Inferfaces o
[ o ]
| v ‘ Programmable DDRZMA,LPODRZ
— Se— Logic to Memory Controller
- Interconnect
SMC Timing
Calculalion
- DMA Fync [z Ji=]
Clisy R P System(PS
5 ToCessi: rstem
Resets | I Generation bl s ;
= o123 "
ol 2l L2l T e [ smee |2, | cotg | RO | Han petomanes e
mio emo) . PEFL AxI AXI AES Axl e
Clock Ports Master Siave SHA Porks
Pors Ports
Programmable Logic(PL)

Figure 2-3: Re-Customize IP Dialog Box

2. You will use a preset template created for the ZC702 board. In the Re-customize IP
window, click the Presets button and select ZC702.

This configuration wizard enables many peripherals in the Processing System with some
multiplexed 1/0 (MIO) pins assigned to them as per the board layout of the ZC702
board. For example, UART1 is enabled and UARTO is disabled. This is because UART1 is
connected to the USB-UART connector through UART to the USB converter chip on the
ZC702 board.

Note the check marks that appear next to each peripheral name in the Zynqg device
block diagram that signify the 1/O Peripherals that are active.

Zynqg-7000 SoC: Embedded Design Tutorial Send Feedback 16
UG1165 (2019.2) October 30, 2019 www.Xxilinx.com l—\/—l


https://www.xilinx.com
https://www.xilinx.com/about/feedback/document-feedback.html?docType=Tutorials&docId=UG1165&Title=Zynq-7000%20SoC%3A%20Embedded%20Design%20Tutorial&releaseVersion=2019.2&docPage=16

Chapter 2: Using the Zynq SoC Processing System

& XILINX.

110 Peripharals
SPIO
SF 1
B2CO N
BC1
CAND W
CAN 1
UART 0
UART1
GFIO N
s00 N
S0 1
USB D W
USE 1
EMETO %
EMET 1

Figure 2-4: 1/0 Peripherals with Active Peripherals Identified

3. In the block diagram, click one of the green 1/O Peripherals. The MIO Configuration
window opens for the selected peripheral.
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Figure 2-5: MIO Configuration Window

4. Click OK to close the Re-customize IP wizard. Vivado implements the changes that you
made to apply the ZC702 board presets.
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In the Block Diagram window, notice the message stating that Designer assistance is
available, as shown in the following figure.

+0 | M B ¥ CY DetuitView v £

Figure 2-6: Run Block Automation Link
5. Click the Run Block Automation link.

The Run Block Automation dialog box opens.

Note that Cross Trigger In and Cross Trigger Out are disabled. For a detailed tutorial with
information about cross trigger set-up, refer to the Vivado Design Suite Tutorial:
Embedded Processor Hardware Design (UG940) [Ref 5].

6. Click OK to accept the default processor system options and make default pin
connections.

Validating the Design and Connecting Ports

Now, validate the design.

1. Right-click in the white space of the Block Diagram view and select Validate Design.
Alternatively, you can press the F6 key.

2. A critical error message appears, indicating that the M_AXI_GPO_ACLK must be
connected.

é‘:‘_; Critical Messages @

i@] There was one error message while validating this design,

Messages

@ [ED 41-758] The following clock pins are not connected to a valid clack source:

Iprocessing_system?_0/M_AxI_GPO_ACLK

[ Ok l | Open Messages Yiew

Figure 2-7: Critical Message Dialog Box

3. Click OK to clear the message.
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4. In the Block Diagram view of the ZYNQ7 Processing System, locate the
M_AXI_GPO_ACLK port. Hover your mouse over the connector port until the pencil icon
appears.

5. Click the M_AXI_GPO_ACLK port and drag to the FCLK_CLKO input port to make a
connection between the two ports.

processing_system7_0

PTP_ETHERNET 0+ |||

DOR 4 ||p==="> DDR
FIXED_IO < ||} "> FIXED_IO
uSBIND_0<- |||
- M_AXI_GPO<k [
MALGPO ALK ZYNQ. Treo waves_outh
TTCO_WAVEL_OUT
TTCO_WAVE2_OUT
FCLK_CLKO
FCLK_RESETO_N

ZYNQY Processing System

Figure 2-8: ZYNQZ Processing System with Connection

6. Validate the design again to ensure there are no other errors. To do this, right-click in
the white space of the Block Diagram view and select Validate Design.

A message dialog box opens and states "Validation successful. There are no errors or
critical warnings in this design.”

7. Click OK to close the message.

8. In the Block Design view, click the Sources tab.

9. Click Hierarchy.

10. Under Design Sources, right-click tutorial_bd and select Create HDL Wrapper.

The Create HDL Wrapper dialog box opens. You will use this dialog box to create a HDL
wrapper file for the processor subsystem.

O TIP: The HDL wrapper is a top-level entity required by the design tools.

11. Select Let Vivado manage wrapper and auto-update and click OK.

12.In the Block Diagram, Sources window, under Design Sources, expand
tutorial_bd_wrapper.
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13. Right-click the top-level block diagram, titled tutorial_bd_i - tutorial_bd
(tutorial_bd.bd) and select Generate Output Products.

The Generate Output Products dialog box opens, as shown in the following figure.

¢ Generate Output Products =
The following output products will be generated. ‘
Preview
a = =

[®] tutorial bd.bd (O0C per IF
Synthesis
Implementation
Simulation
Hw_Handoff

Synthesis Options
Global
®) Out of context per IP

Qut of context per Block Design

Run Settings
Number of jobs: 2 w
&) Cancel

Figure 2-9: Generate Output Products Dialog Box

If you are running the Vivado Design Suite on a Linux host machine, you might see
additional options under Run Settings. In this case, continue with the default settings.

14. Click Generate.

This step builds all required output products for the selected source. For example,
constraints do not need to be manually created for the IP processor system. The Vivado
tools automatically generate the XDC file for the processor sub-system when Generate
Output Products is selected.

15. When the Generate Output Products process completes, click OK.

16. In the Block Diagram Sources window, click the IP Sources tab. Here you can see the
output products that you just generated, as shown in the following figure.
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Figure 2-10: Outputs Generated Under IP Sources

Synthesizing the Design, Running Implementation, and
Generating the Bitstream

1. You can now synthesize the design. In the Flow Navigator pane, under Synthesis, click
Run Synthesis.

~ SYMTHESIS
P Run Synthesis

doL
Figure 2-11: Run Synthesis Button

2. If Vivado prompts you to save your project before launching synthesis, click Save.

While synthesis is running, a status circle displays in the upper right-hand window. This
status circle spools for various reasons throughout the design process. The status circle
signifies that a process is working in the background.

= [ @& | =]

Running synth_design Cancel G

Default Layout ~
Figure 2-12: Status Bar

When synthesis completes, the Synthesis Completed dialog box opens.
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3. Select Run Implementation and click OK.

Again, notice that the status bar describes the process running in the background. When
implementation completes, the Implementation Completed dialog box opens.

4. Select Generate Bitstream and click OK.

When Bitstream Generation completes, the Bitstream Generation Completed dialog box
opens.

5. Click Cancel to close the window.

6. After the Bitstream generation completes, export the hardware and launch the Vitis™
unified software platform.

Exporting Hardware to the Vitis Software Platform

1. From the Vivado toolbar, select File > Export > Export Hardware.

The Export Hardware dialog box opens. Make sure that the Export to field is set to the
default option of C: /designs/edt_tutorial/.

Note: Only check the Include bitstream option if your design has a programmable logic
design and is bitstream generated. Otherwise, leave it unchecked.

2. Click OK.

# Export Hardware P

Export hardware platform for software
development 1oals, [

Include bitstream

Export to: | Ci/designs/edt_tutarial/, . I

2 “ Conce

Figure 2-13: Export Hardware

O TIP: The hardware is exported in a ZIP file (<project wrapper>.xsa).

3. Launch the Vitis IDE by using the desktop shortcut or by double-clicking the
C:\Xilinx\Vitis\2019.2\bin\vitis.bat file. The Eclipse Launcher dialog box
opens.

4. Select the workspace location as C: \designs\workspace. Create the workspace
folder if it is not already created.
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'3 eclipse Launcher ==
Select a directory as workspace

Vitis IDE uses the workspace directony 1o store its preferences and development artifacts.

[l cesinns\workspace] * | Browse.

| Use this as the default and do not ask again
= Recent Workspaces

-

Figure 2-14: Vitis IDE Eclipse Launcher Dialog Box

5. Click Launch. The Vitis integrated design environment (IDE) opens. Click File > New >
Platform Project to create platform project from the output of Vivado Xilinx Shell
Archive (XSA).

[A workspace - vitis IDE
File | Edit Developer Xilinkx Project Window Help

Mew Alt+5hift+N »* | == Application Project...
<= Library Project..
<= Platform Project...

1 Other.. Ctri+N

Figure 2-15: Create New Platform Project

6. When the New Platform Project dialog box opens, enter the project name as
hw_platform, as shown in following figure. Keep the Use default location option
checked. Click Next.
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A New Platiorm Project =2 | E"@
Create new platform project
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Figure 2-16: Enter Project Name
7. Select Create from hardware specification (XSA/DSA). Click Next.

8. In the Platform Project Specification window, browse to the hardware specification file
and select the XSA file C:\designs\edt_tutorial\tutorial_ bd_wrapper.xsa.
When the XSA file is selected, the Software Specification fields (Operating system and
Processor) are updated to standalone and ps7_cortexa9_0 respectively, as shown in the
following figure. Click Finish.
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m New Platform Project

Platform Project Specification

Provide the hardware and software specification for the new platform project
Hardware Specification
XSA/DSA file: Chdesigns\edt_tutorialtutornial_bd_wrapperxsa
Software Specification

Operating system; islanﬂalone =

Processor . psi_cortexaS 0 >

can be modified later to add new domains

Note: The generated platform will have a single domain with the selected OS5 and processor. The platform project

@ | <Back | Next Finish cancel |

Figure 2-17: Software Specification

9. The platform project is created. Double-click on Project Explorer > platform.spr to

view the platform view as shown in the following figure.
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1 ||+ hw_platform &

type filter text EEEX

Platform: hw_platform
« & hw_platiorm
4 & ps7_cortexa8 0 Name:
“ (= zynq_fsbl DeA:
& Board Support Package

hw_platform
tutorial_bd_wrapper.xsa

Description: pw platform
4 [ standalone on ps7_cortexad 0 £

= Board Support Package

Samples:

@) Generate boot components

) Use pre-built components

Main Hardware Specification

2| #2 Problems [E] vitis Log (@ Guidance
Platform Tcl Console
platform create -name {hw_platform} -hw {C:\designs\edt_tuterial\tutorial_bd_wrapper.xs.
catch {platform -remove hw_platform}

platform create -name {hw_platform} -hw {C:\designs\edt_tutorial\tutorial_bd_wrapper.xs.
platform read {C:\designs\workspace\hw_platform\platform.spr}

platform active {hw_platform}

domain active {zyng_fsbl}

::get_hw_path

::regenerate_psinit C:/designs/workspace/hw_platform/dsa/tutorial_bd wrapper.xsa
::get_mss_path

active {standalone_domain}

::get_hw_path

::regenerate_psinit C:/designs/workspace/hw_platform/dsa/tutorial_bd_wrapper.xsa
:iscw:iget_mss_path

catch {platform -remove hw_platform}

platform create -name {hw_platform} -hw {C:\designs\edt_tuterial\tutorial_bd_wrapper.xs.
platform read {C:\designs\workspace\hw_platform\platform.spr}

domain active {zynq_fsbl}

::get_hw_path

::regenerate_psinit C:/designs/workspace/hw_platform/dsa/tutorial_bd_wrapper.xsa
::get_mss_path

active {standalone_domain}

::get_hw_path

regenerate_psinit C:/designs/workspace/hw_platform/dsa/tutorial_bd_wrapper.xsa
siget_mss_path

Platform View

10. The tutorial_bd_wrapper .xsa tab shows the address map for the entire processing
system, as shown in the following figure.
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g1 utorial_bd_wrapperxsa =
Hardware Platform Specification

Design Information

Target FPGA Device: 72020
Part: xc72020cigaB4-1
Created With:  Vivado 2019.2.0
Created Onc  Mon Aug 26 15:24:39 2019

Mote: To view ip parameters, double-click on the cell containing ip name in any of the below tables.

Address Map for processor ps7_cortexa8[0-1]

Eilter »u Search: w | 36 Loaded - 36 Shown - 0 Selected -
Cell Base Address High Address Slave Interface Addr Range Type -
psT_inte_dist 0 OxAB101000 OnefBAOL1H - register
psT_gpio_0 Oxe000a000 e Q00 - register
psT_scutimer_0 OxA8100600 O B100611 - register
ps7_sler 0 Ol 2000000 O 8000 - register £
psT_scuwdi_0 OxA8100620 O BIOOGH - register
ps7_|2cachec 0 Owf8102000 OIS0 - register
psT_scuc 0 OxA2100000 Onf810001c - register
psT_qspi_linear 0 O cOO0000 [ele i - flash
psT_pmu_D Oxf8893000 OufBBO3FH - register
ps?_afi_1 Oxf23002000 OcfBO0OH * register
ps7_ali_0 OxAB008000 O BOOBTH . register
psT_qspi 0 Oxe000d000 O Q00T . register
psT_usb 0 Oxe0002000 O QD021 - register
ps7_afi_3 OufB00E000 Ot 200B I - registar
psT_afi_2 OxfB00a000 Ot 200t - register
psT_can_ D O OO0B000 OweDOBTT - register =
o i L]

Figure 2-19: Address Map for Processing System

11. Build the platform project either by clicking the hammer icon or by right-clicking on the
platform project and selecting Build Project as shown in following figure.

E’—— pate - T plalTomTy pIatonmLEps < Vils IDE
File Edit Developer Xilinx Project Window Help

O-Gele~-{~-ginis~-0-
., Explorer 2
4 &5 hw_platform
= dsa New L

& logs Paste Cirl+V
& ps7Cor % Delete
& resourt! =\ Refresh

& zyng fsl |
«= platforr u Enport Source?.
i3 Export as Archive
Build Project
Clean Project

= Make Project Portable
i1 Update Hardware Specification

Run As »
Debug As LS
Properties

Figure 2-20: Build Project
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12. As the project builds, you can see the output in the console window. When the build
completes, observe that the top-level platform XML file, hw_platform.xpfm, has
been generated, and the Build Finished log appears in the console window as shown in
the following figure.

gn | & Debug

Platform: hw_platform

o _pratformygfes o fhw_platiormy e _platformuptm

Figure 2-21: Build Finished Log

13. Close the Vitis IDE.

What Just Happened?

Vivado has exported the hardware design to the hardware specification file (XSA). Using the
Vitis IDE, you have created a platform project and exported the XSA file to the workspace in
C:\designs\workspace. The export operation generated a standalone domain with a
ps7_cortexa9_0 processor and an FSBL application project. You have built the platform
project to generate a Xilinx platform definition file (hw_platform.xpfm) which can be
used as a platform for the applications that you create in the Vitis IDE.

What's Next?

Now you can start developing the software for your project using the Vitis software
platform. The next sections help you create a software application for your hardware
platform.
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Example Project: Running the “Hello World”
Application
In this example, you will learn how to manage the board settings, make cable connections,

connect to the board through your PC, and run a simple hello world software application in
JTAG mode using System Debugger in the Vitis IDE.

Note: If you already set up the board, skip to step 5.
1. Connect the power cable to the board.

2. Connect a USB Micro cable between the Windows Host machine and the Target board
with the following SW10 switch settings:

Bit-1is 0
Bit-2is 1

Note: 0 = switch is open. 1 = switch is closed.

3. Connect a USB cable to connector J17 on the target board with the Windows Host
machine. This is used for USB to serial transfer.

4. Power on the ZC702 board using the switch indicated in the figure below.

ﬁ IMPORTANT: Ensure that jumper s J27 and J28 are placed on the side farther from the SD card slot and
change the SW16 switch setting as shown in Figure 2-22.
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whizzeystems . com

& XILINXq

Figure 2-22: ZC702 Board Power Switch

5. Open the Vitis software platform and set the workspace path to your project file, which
in this example is C: \designs\workspace.

Alternatively, you can open the Vitis software platform with a default workspace and
later switch it to the correct workspace by selecting File > Switch Workspace and then
selecting the workspace.

6. Open aserial communication utility for the COM port assigned on your system. The Vitis
software platform provides a serial terminal utility, which will be used throughout the
tutorial; select Window > Show View > Terminal to open it.

& Terminal 12 BiEEEIRRE-0

Figure 2-23: Terminal Window Header Bar

7. Click the Launch Terminal button & to open the Launch Terminal dialog box.
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Select Serial for Choose Terminal, click Terminal Settings, and click OK. This figure
shows the standard configuration for the Zynq SoC processing system. The following
figure shows the standard configuration for the Zynq SoC processing system.

A Launch Terminal o || =R

Choose terminal: |Senal Terminal v|

Settings
Port: [comas -]
Baud Rate:  |115200 -

Data Bits: ‘8 "

Parity: ‘None V‘

Stop Bits: ‘1 "

Flow Control: ‘Ncne "

Timeout (sec): 5

Encoding: | Default (ISO-8859-1) v|

? | oK Cancel |

Figure 2-24: Launch Terminal Dialog Box

8. Select File > New > Application Project.
The New Application Project wizard opens.

9. Use the information in the following table to make your selections in the wizard screens.

Wizard Screen System Properties Setting or Command to Use

Project Name hello_world
Use Default Location Select this option
System Project hello_world_system

Application Project
Platform hw_platform
Domain standalone_domain("
Language C

Templates Available Templates Hello World

Notes:
1. By default, this step sets the CPU and OS to ps7_cortexa9_0 and standalone respectively.

The Vitis software platform creates the hello_world application project under the
Project Explorer. Right-click on the hello_world application and select Build Project to
generate the hello_world.elf binary file.

10. Right-click hello_world and select Run as > Run Configurations.

11. Right-click Single Application Debug and click New Configuration.

The Vitis software platform creates the new run configuration, named
Debugger_hello_world-Default.
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The configurations associated with the application are pre-populated in the Main tab of
the launch configurations.

12. Click the Target Setup tab and review the settings. The default choice is the Tcl script.
13. Click Run.

"Hello World" appears on the serial communication utility in the Terminal, as shown
in the following figure.

& Terminal &2 = g Bk BE| =

2 Serial COMS5 (9/17/19, 4:51 PM) &
Hello World

Figure 2-25: Output on Serial Terminal

Note: There was no bitstream download required for the above software application to be executed
on the Zynq SoC evaluation board. The Arm Cortex A9 dual core is already present on the board.
Basic initialization of this system to run a simple application is done by the Device initialization Tcl
script.

What Just Happened?

The application software sent the "Hello World" string to the UART1 peripheral of the PS
section.

From UARTT1, the "Hello World" string goes byte-by-byte to the serial terminal
application running on the host machine, which displays it as a string.

Additional Information

Domain or Board Support Package

A domain or board support package (BSP) is a collection of software drivers and, optionally,
the operating system on which to build your application. It is the support code for a given
hardware platform or board that helps in basic initialization at power up and helps software
applications to be run on top of it. You can create multiple applications to run on the
domain. A domain is tied to a single processor in the platform.

Standalone OS

Standalone is a simple, low-level software layer. It provides access to basic processor
features such as caches, interrupts, and exceptions, as well as the basic processor features
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of a hosted environment. These basic features include standard input/output, profiling,
abort, and exit. It is a single threaded semi-hosted environment.

' f IMPORTANT: The application you ran in this chapter was created on top of the standalone OS. The
domain/BSP that your software application targets is selected during the New Platform Project creation
process.
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Chapter 3

Using the GP Port in Zynq Devices

One of the unique features of using the Xilinx® Zynq®-7000 SoC as an embedded design
platform is in using the Zynq SoC Processing System (PS) for its Arm® Cortex®-A9 dual
core processing system as well as the Programmable Logic (PL) available on it.

In this chapter, you will create a design with:

« AXI GPIO and AXI Timer in fabric (PL) with interrupt from fabric to PS section
* Zynq SoC PS GPIO pin connected to the fabric (PL) side pin via the EMIO interface

The flow of this chapter is similar to that in Chapter 2 and uses the Zynqg device as a base
hardware design. It is assumed that you understand the concepts discussed in Chapter 2
regarding adding the Zynq device into a Vivado® IP integrator block diagram design. If you
skipped that chapter, you might want to look at it because we will continually refer to the
material in Chapter 2 throughout this chapter.

Adding IP in PL to the Zynq SoC Processing System

There is no restriction on the complexity of an intellectual property (IP) that can be added
in fabric to be tightly coupled with the Zyng SoC PS. This section covers a simple example
with the AXI GPIO, AXI Timer with interrupt, and the PS section GPIO pin connected to PL
side pin via the EMIO interface.

In this section, you will create a design to check the functionality of the AXI GPIO, AXI Timer
with interrupt instantiated in fabric, and PS section GPIO with EMIO interface. The block
diagram for the system is as shown in the Figure 3-1.
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PS
UART UART
Central
- Interconnect
DS23 GPIO
Global Interrupt Controller
| aock
EMIO Generation .
Intactac 32b GP AXI Master Port
o AXI INTERCONNECT |
Interrupt
FCLKOD £ >
CLOCK
AXI Ti AXIGPIO
PL
Sw7 SW5

Figure 3-1: Block Diagram

You can use the system created in Chapter 2 and continue after Creating an Embedded
Processor Project, page 13.

In the examples in this chapter, we will expand on the design in Chapter 2. You will make the
following design changes:

The fabric-side AXI GPIO is assigned a 1-bit channel width and is connected to the SW5
push-button switch on the ZC702 board.

The PS GPIO ports are modified to include a 1-bit interface that routes a fabric pin (via
the EMIO interface) to the SW7 push-button switch on the board.

In the PS section, another 1-bit GPIO is connected to the DS23 LED on the board, which
is on the MIO port.

The AXI timer interrupt is connected from fabric to the PS section interrupt controller.
The timer starts when you press any of the selected push buttons on the board. After
the timer expires, the timer interrupt is triggered.

Along with making the above hardware changes, you will write the application software
code. The code will function as follows:
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- A message appears in the serial terminal and asks you to select the push button
switch to use on the board (either SW7 or SW5).

- When the appropriate button is pressed, the timer automatically starts, switches
OFF LED DS23, and waits for the timer interrupt to happen.

o After the Timer Interrupt, LED DS23 switches ON and execution starts again and
waits for you to again select the push button switch in the serial terminal.

Example Project: Validate Instantiated Fabric IP Functionality

In this example, you will add the AXI GPIO, AXI Timer, the interrupt instantiated in fabric,
and the EMIO interface. You will then validate the fabric additions.

1.
2.

Zynqg-7000 SoC: Embedded Design Tutorial

Open the Vivado® Design Suite.

Under the Recent Projects column, click the edt_tutorial design that you created in
Chapter 2.

Under IP Integrator, click Open Block Design.
In the Diagram window, right-click in the blank space and select Add IP.

In the search box, type AXI GPIO and double-click the AXI GPIO IP to add it to the
Block Design.

The AXI GPIO IP block appears in the Diagram view.

In the Diagram window, right-click in the blank space and select Add IP.

In the search box, type AXI Timer and double-click the AXI Timer IP to add it to the
Block Design. The AXI Timer IP block appears in the Diagram view.

You must also edit the EMIO configuration of the ZYNQ7 SoC Processing system and
enable interrupts. Right-click the ZYNQ7 Processing System IP block and select
Customize Block.

Note: You can also double-click the IP block to customize.

The Re-customize IP dialog box opens, as shown in the Figure 3-2.
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¢ Re-customize IP (]
ZYNQT Processing System (5.5) ¢
O Documentation &F Presets IP Location % Import XPS Settings
Page Navigator Zynq Block Design Summary Report
| i ]
Zyng Block Design - T S
P10 Setings Application Processor Unit (APL)
= g SR E_
PS-PL Configuration Sonkd) rer \, N
180} fete 1 7 ARM Conex-A8 ARM Corlas -A%
TANG :
Peripheral IO Pins [ o] :::::;;- P cPU
i
: Lo ] —— ae
MIO Configuration y R ooy Coinl it Stave
FE l 512 KB L2 Cacha and Contsolier Podts
Clock Configuration m.q ki |
|lﬂmrl1=(.|
DDR Configuration
o ! Memary inerfoces
SMC Timing Caleulatic = = _‘_,w hE
LO@G ta Memany Cantrofer
Interrupts !
|2 | Processing Syslem({PS)
o i
Jlll "“Emudcd (1 KN FH D High Perbmarmos. KADE |
Mo EMo) | PER S a1 g A I St
Pors Ports
Programmabile Logic{PL)
1
oK Cancel J

Figure 3-2: Re-customize IP Dialog Box
9. Click MIO Configuration.
10. Expand 1/O Peripherals > GPIO and select the EMIO GPIO (Width) check box.
11. Change the EMIO GPIO (Width) to 1.

12. With the ZYNQ7 Processing System configuration options still open, navigate to
Interrupts > Fabric Interrupts > PL-PS Interrupt Ports.

13. Check the Fabric Interrupts box and also check IRQ_F2P[15:0] to enable PL-PS
interrupts in the IP Core.

14. Click OK to accept the changes to the ZYNQ7 Processing System IP. The Diagram looks
like Figure 3-3.
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Diagram % Address Editor

a a B ®E @ Qq + & B # C | Y | = DefaultView
* Designer Assistance available. Run Connection Automation
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ot san
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freeze i)
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5,20 wesin D oo
PO Trmvar ) > FIXED IO

Figure 3-3: ZYNQ7 Processing System IP

15. Click the Run Connection Automation link at the top of the page to automate the
connection process for the newly added IP blocks.

16. In the Run Connection Automation dialog box, select the check box next to All
Automation, as shown in Figure 3-4.

# Run Connection Automation
Automatically make connections in your design by checking the boses of the interfaces to connect. Salect an interface on the left to display
its configuration options an the right
Q = |32
) All Automation (3 out of 3 selected)
W ¥ axi_gpio 0
i’ I GREO
) 0 5_AxE
1 ® ai_timer_0
] B S_ANT

. Cancel
Figure 3-4: Run Connection Automation Dialog Box

17. Click OK.

Upon completion, the updated diagram looks like Figure 3-5.
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Figure 3-5: Updated Block Diagram with Connections

Right-click the AXI GPIO IP block and select Customize Block.
Note: You can also double-click the IP block to make customizations.

Under the Board tab, make sure that both GPIO and GPIO2 are set to Custom.

Select the IP Configuration tab. In the GPIO section, change the GPIO Width to 1
because you only need one GPIO port. Also ensure that All Inputs and All Outputs are
both unchecked.

Click OK to accept the changes.

Notice that the Interrupt port is not automatically connected to the AXI Timer IP Core.
In the Block Diagram view, locate the TRQ_F2P[0:0] port on the ZYNQ7 Processing
System.

Scroll your mouse over the connector port until the pencil icon appears, then click the
IRQ_F2P[0:0] port and drag to the interrupt output port on the AXI Timer IP core to
make a connection between the two ports.
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24. Notice that the ZYNQ7 Processing System GPIO_0 port is not connected. Right-click the
GPI10_0 output port on the ZYNQ7 Processing System and select Make External.

The pins are external but do not have the needed constraints for our board. In order to
constrain your hardware pins to specific device locations, follow the steps below. These
steps can be used for any manual pin placements.

25. Click Open Elaborated Design under RTL Analysis in the Flow Navigator view.

v RTL ANALYSIS
~ (Open Elaborated Design
Report Methodology
Report DRC

¥4 Schematic

Figure 3-6: Open Elaborated Design

26. When the Elaborate Design message box opens, as shown in the following figure, click
OK.

Elaborate Design - lﬁ

-

@B The current Elaboration settings allow you to perform IiO planning and constraint-related
i _.-' wiork with the elaborated netlist, but these settings slow down netlist elaboration,
If wou are not performing IO pin planning you can change these settings from the

Elaboration page of the Project Settings dialog boo,

[ Don't shaw this dialog agair

()4 ] | Cancel

Figure 3-7: Elaborate Design Message Box

TIP: The design might take a few minutes to elaborate. If you want to do something else in Vivado
O while the design elaborates, you can click the Background button to have Vivado continue running the
process in the background.

27.Select 1/0 Planning from the drop-down menu, as shown in the following figure, to
display the 1/0 Ports window.

= o p W XM 0 & I Default Layout v
Flow Navigator 8 BB ELABORATED DESIGN - xc7z020cigd84-1 Default Layout |
0PI
~ PROJECT MANAGER o HQiRianting
Sources  Netlist  » 7 _ O | | ProjectSummary x| Schematic Fiberpianning
£ Settings
= 4 ] - Q H N © C  3cCells 132/0|  Save As New Layout.
Add Sources
tutorial_bd_wrapper =] Resetlayout F5
Language Templates N s
IF 1P Catalog Leaf Cells (2 |‘ ‘

Figure 3-8: 1/0 Planning Selection
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28. Under the I/O Ports tab view at the bottom of the Vivado window (as seen in the
following figure), expand the GP1O_0_0_18048 and gpio_sw_18048 ports to check the
site (pin) map.

1/O Ports % Log Reports Design Runs
Q = & |5 + H
Name Direction
All ports (132
+ o DDR_18048 (71 INOUT
+ FIXED_10_18048 (59 INOUT
» GPIO_0_0_18048 (- INOUT
@ GPIO_0_0_tri_jo (1 INOUT
© GPID_0.0trijo[0]  INOUT
Scalar ports ([
+ gpio_sw_15048 (1 INOUT
& gpio_sw_tri_io (1 INOUT
O gpio_sw_tri_io[0] INOUT
Scalar ports ([
Scalar ports (0

Figure 3-9: 1/0O Ports Site Map
29. Find GP1O_0_0_tri_io[0] and set the following properties, shown in Figure 3-10:
- Package Pin = F19
- 1/0 Std = LVCMOS25
30. Find gpio_sw_tri_io[0] and set the following properties, shown in Figure 3-10:
- Package Pin = G19
- 1/0 Std = LVCMOS25

1/0 Ports X Log Reports Design Runs Package Pins 2 _00O
Q = & =@ + H ]
Name Direction Board Part Pin  Board Part Interface  Neg Diff Pair  Package Pin ~ Fixed Bank 1/O Std
- All ports (132)
+ DDR_18048 (71. INOUT v 502 (Multiple)*
» FIXED_10_18048 (59) INOUT v (Multiple)  (Multiple)*
2 GPIO_0_0.18048 (1) INOUT v 35 LVCMOS25*
% GPIO_0_0_tri_io (1) INOUT v 35 LVCMOsS25*
 GPIO_0_0_tri_io[0] INOUT F19 v v 35 LVCMOS25*
Scalar ports (0)
2 gpio_sw_18048 (1 INOUT v 35 LVCMOS25*
@ gpio_sw_tri_io (1) INOUT v 35 LVCMOS25*
“ gpio_sw_tri_io[0] INOUT G19 v v 35 LVCMOS25*
Scalar ports (0)
Scalar ports (0

Figure 3-10: 1/0 Port Properties

Note: For additional information about creating other design constraints, refer to the Vivado
Design Suite User Guide: Using Constraints (UG903) [Ref 3].

31.In the Flow Navigator, under Program and Debug, select Generate Bitstream.
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The Save Project dialog box opens. Make sure the Elaborated Design - constrs_1 check
box is selected and click Save.

32. The Save Constraints dialog box appears (shown in the following figure). Provide a file

name (GPIO_Constraints) and click OK. If the Synthesis is Out-of-date dialog box

opens, click Yes to rerun synthesis. The Launch Runs dialog box opens. Click OK to

launch synthesis.

¢ Save Constraints [®]
Select a target file to write new unsaved constraints to.

Choaosing an existing file will update that file with the new ‘
constraints.

®) Create a new file
File type: 0 XDC v
File name: GPIO_Constraints

File location: ' = <Local to Project> v

<select a target file>

VR h-:
II\"?'/I “ Cancel

Figure 3-11: Save Constraints Dialog Box

A constraints file is created and saved under Sources > Hierarchy > Constraints, as
shown in the following figure.
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a = £ + o
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< @ 2~ tutorial_bd_wrapper
tutorial_bd_i : tutorial_bd [fut:
@ tutorial_bd {tutonia
axi_gpio_0 : tutorial_bd_axi_gpio_ 0.0 (tut
axi_timer_0 : tutorial_bd_axi_timer_0_0 (tutorial_bd_3
processing_system7_0 : tutorial_bd_processing_syste
@ ps7_0_ani_periph : tutorial_bd_ps7_0_axi_periph_0 (tut
= psT_0_axi_periph : tutorial_bd_ps7_0_axi_periph_0
rst_ps7_0_50M : tutorial_bd_rst_ps7_0_S0M_0 [futoriz
Constraints (1
comstrs_1 (1
I GPIO_Constraintsxdc (target)
Simulation Sources (1
Utility Sources

{ = : »
Hierarchy [P Sources Libraries Campile Crder

Figure 3-12: Sources Window Showing New Constraints File

33. After Bitstream generation completes, export the hardware and launch the Vitis™ IDE as
described in Exporting Hardware to the Vitis Software Platform, page 22.

Note: When exporting hardware, because programmable logic IP is involved in the design, make
sure that the Include bitstream option is checked. Set the Export to option with the path
C:/designs/edt_tutorial as shown in the following figure.

¢ Bxport Hardware (2]
Export hardware platform for software development tools. ‘
+| Include bitstream
Export to: C/designs/edt_tutorial D
/‘E' “ [ Cancel ‘

Figure 3-13: Export Hardware with Include Bitstream Checked

Working with the Vitis Software Platform

Open the Vitis IDE and manually update the exported hardware from Vivado. In Project
Explorer, right-click on the hw_platform platform project and click on the Update
Hardware Specification option as shown in the following figure.
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E waorkspace - hw_platform/dsa/tutorial_bd_wrapper.xsa - Vitis IDE

File Edit Run Developer Xilinx Project Window Help
Hul | By QR viBivn by ®y e IRILIE
3% Debug |5 Project Explorer 231 ¥ Explorer
s =l hello_world_system [ hw_platform |
4 1% hw_platform
3
4 = dsa e
. [@ ps7_in Add Application Project...
. & ps{in Add Library Project...
- [@ ps7_in Go Into
> [ ps7_in Open in New Window
@ ps/_in Show in Local Terminal v
W ps7_in
; futo_ria = Copy Ctrl+C
L:] t Paste Ctrl+V
= :a)cpo H Delete Delete
) z Dg?s “ Source r
} pss_corte Move...
» [= resources
Rename... F2
s = zyng_fsbl
== platform. g Import..
Import Sources...
5 Export..
Build Project
Clean Project
| Refresh F5
Close Project
Close Unrelated Projects
Build Configurations 4
Validate
@ RunAs ’
1+ Debug As ’
Compare With 4
Restore from Local History...
== Make Project Portable
17 Update Hardware Specification
Team r
Configure 4
Source r
Properties Alt+Enter
Figure 3-14: Update Hardware Specification
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1. In Update Hardware Specification dialog box, browse for the exported XSA file from
Vivado and click OK. A dialog box opens stating that the hardware specification for the
platform project has been updated, as shown in following figure.

E workspace - hw_platform/platform.spr - Vitis IDE
File Edit Run Developer Xilinx Project Window Help

v |vvﬂg‘va\@\| |f{’;‘lﬁdm'—§§:v0v

1% Debug |5 Project Explorer SE]' Explorer BElm = O

E hello_world_system [ hw
4 1= hw_platform (Out-of-date
+ = bitstream
4 = dsa
[z tutorial_bd_wrapperxsa
I & export
: = logs
» (= psi_cortexa9 0
¢ = resources
I (= tempdsa
+ = zyng_fsbl
=~ platform.spr

platform |

E Update Hardware Specification | _E_E_|

,je_, Hardware specification for platform project "hw_platform' is updated.

Figure 3-15: Hardware Specification Updated

2. Rebuild the out-of-date platform project. Right-click on the hw_platform project. Select
Clean Project followed by Build Project.

3. After the hw_platform project build completes, the hw_platform.xpfm file is
generated, as shown in the following figure.
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ra

E workspace - hw_platform/export/hw_platform/hw_platformxpfm - Vitis IDE

File Edit Run Developer Xilinx Project Window Help

O E ® -] ~iDiv|

3% Debug |5 Project Explorer 22 | %, Explorer

- [&] hello_world_system [ hw_platform ]

4 = hw_platform
+ [= bitstream
4 (= dsa
(77 tutorial_bd_wrapper.xsa
4 (= export
4 = hw_platform
= hw
4 [= 5w
» = hw_platform
= hw_platform.spfm
=l hw_platform.xpfm
= logs
¢ = ps/_cortexad 0
= resources
» (= tempdsa
+ = zyng_fsbl
== platform.spr

Figure 3-16: XPFM File

S RigiRi4

B v =0

4. Open the helloworld.c file from the hello_world project created with standalone
PS in Chapter 2 and modify the application software code as described in Standalone

Application Software for the Design, page 50.

5. Save the file and re-build the project.

6. Open the serial communication utility with baud rate set to 115200.

Note: This is the baud rate that the UART is programmed to on Zynq devices.

7. Connect to the board.

Because you have a bitstream for the PL fabric, you must download the bitstream.

8. Select Xilinx > Program FPGA. The Program FPGA dialog box, shown in Figure 3-17,

opens. Browse for the bitstream exported from Vivado.
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E Program FPGA

Program FPGA

Specify the bitstream and the ELF files that reside in BRAM memory ?ﬁ-ﬁl

Chapter 3: Using the GP Port in Zynq Devices

3

Project | hello_warld

Comnection: | Local

Davice: Auto Detact

Partial Bitstream

Software Conliguration

| Skap Revision Check

Bitstraanm: Chdesignsiwarkspacethw_platformibitstrearmiiutonial_bd_wrap) Seaneie., | Browse..

Processar ELF,/MEM File 1o Initialize in Black RAM

Figure 3-17:

vl e |

Select, |

| Program Cancel

Program FPGA

9. Click Program to download the bitstream and program the PL fabric. When the FPGA
programming is done, progress information pop up opens and shows the status as
FPGA configuration complete, as shown in the following figure.

E Progress Information

FPGA configuration complete.

o [ ae]

Cancel Details >>

Figure 3-18:

FPGA Configuration Complete

10. Run the project similar to the steps in Example Project: Running the “Hello World”
Application, page 29. If steps 9 and 10 fail, open the Run Configurations window,
browse for the bitstream file exported by Vivado, and then click the Run button as
shown in following figure. With this step, the FPGA is programmed and the application

runs.
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A Run Configurations o |3 &)
Create, manage, and run configurations (7;
Debug a program using Application Debugger.
= ETa
CEYEIICE: Name: Debugger_hello_world-Default

type filter text $. Main |[T] Application |® Target Setup " ®: Arguments| B8 Environment| 5 Symbol Files| i Source| & Path Map| = Common
8 Launch Group
«~ OpenCL
== OpenCL (TCF) Hardware Platform:  ${sdxTcflaunchFile:project=hello_world;fileType=hw;}

Search... l I Browse... I

5] Target Communication Framework [
= Xilinx Al Engine SystemC Simulator

b3

£ Xilinx Al Engine x86 Simulator FPGA Device: Auto Detect
£ X i

Fe lemxAple(atmn Debugger PS Device: Auto Detect

4+ Debugger_hello_world-Default o
£, Xilinx Application Debugger (GDB) Use FSBL flow for initialization

Bitstream File: C\designs\workspace\hw_platform\bitstream\tutorial_bd_wrapper.bit Search. l I Browse. I l Generate.

N

B Xilinx SPM Analysis FSBL File: ${sdxTcfLaunchFileproject=hello_world:fileType=fsbl} [ Search ] [ Browse,
£ X
For Xlink System Debugger FSBL Exit Function:  FsblHandoff/tagExit
& Xilinx SystemC-RTL Co-Simulator
Summary:
Filter matched 12 of 21 items e iy
\/’-?) Run l I Close

Figure 3-19: Run Configuration

11. In the system, the AXI GPIO pin is connected to push button SW5 on the board, and the
PS section GPIO pin is connected to push button SW7 on the board via an EMIO
interface.

12. Follow the instructions printed on the serial terminal to run the application. See the
following figure for serial output logs.
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ﬂ waorkspace - hello_warid/src/helloworld.c - Vitis IDE
File Edit Run Developer Xilinx Project Window Help

M rEHE ®>&~viBin|pkoEie e SAgiRity0r

& Terminal 1 &2 }

B Serial COMSS5 (8/29/19, 4:06 PM) 2 -
HHHEEE Application Starts #iHEH

AP A

L]

SELECT the Operation from the Below Menu

o= (HHBHEEHEHERHERAARBHBREHE Menu Starts #HBREHRHEHRBRRRBHEREHERR
Press '1' to use NORMAL GPI0 as an input (SW5 switch)

Press '2' to use EMIO as an input (SW7 switch)

Press any other key to Exit

Menu Ends

Selection : 1
Press Switch "SW5' push button on board

1333333333 3333333333 3333333 3333333333 33333353
SW5 PUSH Button pressed

LED 'DS23" Turned OFF

itimer start

ait for the Timer interrupt to tigger
13333333333333333333333 3333333333333 333333353

(X
Inside Timer ISR
LED 'DS23" Turned ON
Timer ISR Exit

Press '@"' to go to Main Menu
Press any other key to remain in AXI GPIO Test

Select = @

SELECT the Operation from the Below Menu
Menu Starts
Press '1' to use NORMAL GPIO as an input (SW5 switch)
Press '2' to use EMIO as an input (SW7 switch)
Pres ther key to Exit

i HHEHEE Menu Ends #HHEHEHEHE

Selection : 2
Press Switch 'SW7' push button on board

$$559959559559555559555899559855555555955585%
SW7 PUSH Button pressed
LED 'DS23" Turned OFF
‘timer start
ait for the Timer interrupt to tigger

$59585595955599555959595855993595955589595935555993

Inside Timer ISR
LED 'DS23" Turned ON
Timer ISR Exit

Connected - Encoding: Default (ISO-8859-1)

Figure 3-20: Serial Output Logs
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Standalone Application Software for the Design

The system you designed in this chapter requires application software for the execution on
the board. This section describes the details about the application software.

The main () function in the application software is the entry point for the execution. This
function includes initialization and the required settings for all peripherals connected in the
system. It also has a selection procedure for the execution of the different use cases, such
as AXI GPIO and PS GPIO using EMIO interface. You can select different use cases by
following the instruction on the serial terminal.

Application Software Steps

Application Software is composed of the following steps:

1.
2.

10.

11.

Zynqg-7000 SoC: Embedded Design Tutorial

Initialize the AXI GPIO module.

Set a direction control for the AXI GPIO pin as an input pin, which is connected with the
SW5 push button on the board. The location is fixed via LOC constraint in the user
constraint file (XDC) during system creation.

Initialize the AXI TIMER module with device ID 0.

Associate a timer callback function with AXI timer ISR.

This function is called every time the timer interrupt happens. This callback switches on
the LED DS23 on the board and sets the interrupt flag.

The main () function uses the interrupt flag to halt execution, waits for timer interrupt
to happen, and then restarts the execution.

Set the reset value of the timer, which is loaded to the timer during reset and timer
starts.

Set timer options such as Interrupt mode and Auto Reload mode.
Initialize the PS section GPIO.

Set the PS section GPIO, channel 0, pin number 10 to the output pin, which is mapped
to the MIO pin and physically connected to the LED DS23 on the board.

Set PS Section GPIO channel number 2, pin number 0, to an input pin, which is mapped
to PL side pin via the EMIO interface and physically connected to the SW7 push button
switch.

Initialize Snoop control unit Global Interrupt controller. Also, register Timer interrupt
routine to interrupt ID '91', register the exceptional handler, and enable the interrupt.

Execute a sequence in the loop to select between AXI GPIO or PS GPIO use case via serial
terminal.
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The software accepts your selection from the serial terminal and executes the procedure
accordingly. After the selection of the use case via the serial terminal, you must press a
push button on the board as per the instruction on terminal. This action switches off the
LED DS23, starts the timer, and tells the function to wait infinitely for the Timer interrupt
to happen. After the Timer interrupt happens, LED DS23 switches ON and restarts
execution.

Application Software Code

The Application software for the system is included in helloworld. c, which is available in
the ZIP file that accompanies this guide. For more details, see Design Files for This Tutorial,
page 134.
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Chapter 4

Debugging with the Vitis Software
Platform

This chapter describes debug possibilities with the design flow you have already been
working with. The first option is debugging with software using the Xilinx® Vitis™ unified
software platform.

The Vitis software platform debugger provides the following debug capabilities:

« Supports debugging of programs on MicroBlaze™ and Arm® Cortex®-A9 processor
architectures (heterogeneous multi-processor hardware system debugging)

« Supports debugging of programs on hardware boards
« Supports debugging on remote hardware systems
« Provides a feature-rich integrated design environment (IDE) to debug programs

« Provides a Tool Command Language (Tcl) interface for running test scripts and
automation

The Vitis debugger enables you to see what is happening to a program while it executes.
You can set breakpoints or watchpoints to stop the processor, step through program
execution, view the program variables and stack, and view the contents of the memory in
the system.

The Vitis software platform supports debugging through Xilinx System Debugger and GNU
Debugger (GDB).

Note: The GDB flow is deprecated and will not be available for future devices.

Xilinx System Debugger

The Xilinx System Debugger uses the Xilinx hw_server as the underlying debug engine. The
Vitis software platform translates each user interface action into a sequence of Target
Communication Framework (TCF) commands. It then processes the output from System
Debugger to display the current state of the program being debugged. It communicates to
the processor on the hardware using Xilinx hw_server.

The debug workflow is described in the following figure.
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Program running

on Hardware
or ISS

/ \
| Debug Executable |
I I
I I
1 elf I
T |
/// |
/ |
= T v |
. I
Specify | -
I Create Debug Vitis Debug I
| hw_server I Configuration Perspective I
| details |
______ y |
I
hw_server :
I
I
I
I
I
I
I
|

Figure 4-1: System Debugger Flow

The workflow is made up of the following components:

+ Executable ELF File: To debug your application, you must use an Executable and
Linkable Format (ELF) file compiled for debugging. The debug ELF file contains
additional debug information for the debugger to make direct associations between
the source code and the binaries generated from that original source. To manage the
build configurations, right-click the software application and select Build
Configurations > Manage.

« Debug Configuration: To launch the debug session, you must create a debug
configuration in the Vitis software platform. This configuration captures options
required to start a debug session, including the executable name, processor target to
debug, and other information. To create a debug configuration, right-click your
software application and select Debug As > Debug Configurations.

+ Debug Perspective: Using the Debug perspective, you can manage the debugging or
running of a program in the Workbench. You can control the execution of your program
by setting breakpoints, suspending launched programs, stepping through your code,
and examining the contents of variables. To view the Debug Perspective, select
Window > Open Perspective > Debug.

You can repeat the cycle of modifying the code, building the executable, and debugging
the program in the Vitis software platform.

Note: |f you edit the source after compiling, the line numbering will be out of step because the
debug information is tied directly to the source. Similarly, debugging optimized binaries can also
cause unexpected jumps in the execution trace.
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Debugging Software Using the Vitis Software
Platform

In this example, you will walk through debugging a hello world application.

If you modified the hello world application in the prior chapter, you will need to create a
new hello world application prior to debugging. Follow the steps in Example Project:
Running the "Hello World” Application, page 29 to create a new hello world application.

After you create the Hello World Application, work through below example to debug the
software using the Vitis Software Platform.

1. In the C/C++ Perspective, right-click the Hel1lo_wor1d Project and select Debug As >
Debug Configurations.

In Target Setup window, fill the Hardware Platform field with the one exported by the
Vivado® Design Suite, and click the Debug button.

The Debug Perspective opens.

m Debug Configurations
Create, manage, and run configurations g\
.

Diebug a program using Application Debugger.

g 39 RlEH~ Mame  Debugger_hello_world-Default
type filter text $7 Main | Application | @ Target Setp 0 Arguments | B Environment| B Symbol Files| - Source | & Path Map| £ Commman
& Launch Group
<= OpentCL *
= OpenCL (TCF) Hardware Platform:  svorkspace’we_platfoom dsaiiutonial_bd_wrapper.xsa Search., | Browse.
8 Target Communicatian Framevcrk Bitstream File: Search. || Browse. || Generate.
i Xiling A Engine SystemnC Simwdater | :
« Ja Kilin Application Debugger FPGA Device: Auto Detect . Seleet. |
) J.p. .Denugg.er_ljlello_wc-rln-Default PS Devices 2wt Detect Select., |
1 Xilin Application Debugger (G0B)
A Xilink SPM Analysis | Use FSEL Naw Tor initialization
o Wilin System Debugger FSBL File: SlsxTerlaumcnFileproject=hello_word:fieTypessbl Search., ||  Browse.
% ¥iling SystemC-RTL Co-Simulatar FSEL Exit Function:  FsbiHandoffltagExit
Summary:
+| Reset entire system Following operations will be performed before launching the debugger.
Pt ] ||

Filter matched 11 of 23 items

@ Debug | Closa

Figure 4-2: Debug Configurations

Note: If the Debug Perspective window does not automatically open, select Window > Open
perspective > Debug in the Open Perspective wizard.
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A workspace - hello_warld/src/helloword.c - Vitis IDE =1l O
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+ &, Debugger_helio_world-Default (Local) 47 | § = = i
S 18 #include <stdic.h>» . sl .

- g¥ AR el o5 i W Mame Hex Decimal Description Mnemonic

« o ARM Cortex-A8 MPCare 20 (Breakpoint: main) 1 [Mrelude P st 112 L ]
& 2 @ #include "xil_printf.h" ¥
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= (00100834 _start(:; xil-crid5, line 136 2 e plaagE1g 1R586TE :
= S int main{} W pc BE1885EC 1849995
M ARM Cortex-A3 MPCore #1 (Suspended) il D ! cpsr 6229085+ 1618612831
B w2030 BG5S init platform(); 1 s -
i i G
print("Hello World\n\r~);
Hexx 2018855c, Do 1845996, Ock 84002514, At main) + 0l
cleanup_platform(); =| | Bin: Boo0, Bo00, Boa1, 6000, 0020, 121, 1000, 1100
) FEturn @) Size: 4 bytes, readable, writable
1} -
‘ [0 L]
|E_lc n|Ev OFE@vEP ™ = t Enterlocation here | &t [FIE] bt =
b B MBI eB180582 nop -
Platform Tel Consale 54 1
platform read {C:\designs\workspa « | main: %
platform active {hw_platform} +@BLIAeSE4:  push {ri1,1r} =
_ : - — domain active {zyng fsbl} PAIAOSEE:  add r11, sp, 44
 Asgistant & S B @®%O % T = 0 |l cow iget_tw_path 55 init_platform{);
. =R : isow: iregenerate_psinit C:/desig 56
= "E__I U'\_"mlcj"“?“ ; isow: get_mss_path |[* BBLABSSC bl +36 ; addr=-8xpa1885fa: init_platform
heli werid T domain active (standalene_domain} 37 print{"Hello Worldinir");
B hw_platform [Flatfarr : isow: get_hw_path 58
iiscwiiregenerate_psinit C:/desig ae1eessa;  movw ri, #2656
risow: iget_mss_path BELaa54: movt ri, %16
B21IAO558: bl +128 ; addr-0x081808620: print -

[l 3 ] m »

Figure 4-3: Debugging Application Debug Perspective

Note: The addresses shown on this page might slightly differ from the addresses shown on your
system.

The processor is currently sitting at the beginning of main () with program execution
suspended at line 0x0010058c. You can confirm this information in the Disassembly
view, which shows the assembly-level program execution also suspended at
0x0010058c.

Note: If the Disassembly view is not visible, select Window > Show View > Debug >
Disassembly.

2. The helloworld.c window also shows execution suspended at the first executable
line of C code. Select the Registers view to confirm that the program counter, pc register,
contains 0x0010058c.

Note: If the Registers window is not visible, select Window > Show View > Debug >Registers.

3. Double-click in the margin of the helloworld.c window next to the line of code that
reads init_platform ()and print (). This sets the breakpoints at
init_platform ()and print (). To confirm the breakpoints, review the
Breakpoints window.

Note: If the Breakpoints window is not visible, select Window > Show View > Debug >
Breakpoints.

4. Select Run > Step Into to step into the init_platform () routine.

Program execution suspends at location 0x001005fc. The call stack is now two levels
deep.
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5. Select Run > Resume to continue running the program to the breakpoint.

Program execution stops at the line of code that includes the print command. The
Disassembly and Debug windows both show program execution stopped at
0x00100590.

Note: The execution address in your debugging window might differ if you modified the hello
world source code in any way.

6. Select Run > Resume to run the program to conclusion.

When the program completes, the Terminal window shows the Hello World print and the
Debug window shows that the program is suspended in a routine called exit. This
happens when you are running under control of the debugger.

7. Re-run your code several times. Experiment with single-stepping, examining memory,
breakpoints, modifying code, and adding print statements. Try adding and moving
views.

TIP: You can use Vitis tool debugging shortcuts for step-into (F5), step-return (F7), step-over (F6), and
O resume (F8).

8. Exit the Vitis software platform.
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Chapter 5

Using the HP Slave Port with AXI CDMA |IP

In this chapter, you will instantiate AXI CDMA IP in fabric and integrate it with the
processing system high performance (HP) 64-bit slave port. In this system, AXI CDMA acts
as master device to copy an array of the data from the source buffer location to the
destination buffer location in DDR system memory. The AXI CDMA uses the processing
system HP slave port to get read/write access of DDR system memory.

You will write Standalone application software and Linux OS based application software
using mmap () for the data transfer using AXI CDMA block. You will also execute both
standalone and Linux-based application software separately on the ZC702 board.

Integrating AXI CDMA with the Zynq SoC PS HP
Slave Port

Xilinx® Zynq®-7000 SoC devices internally provide four high performance (HP) AXI slave
interface ports that connect the programmable logic (PL) to asynchronous FIFO interface

(AFI) blocks in the processing system (PS). The HP Ports enable a high throughput data path
between AXI masters in programmable logic and the processing system's memory system
(DDR and on-chip memory). HP slave ports are configurable to 64 bit or 32 bit interfaces.

In this section, you'll create a design using AXI CDMA intellectual property (IP) as master in
fabric and integrate it with the PS HP 64 bit slave port. The block diagram for the system is
as shown in the following figure.
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PS

UART Application Processor Unit
Memory

Central Interface
Interconnect

DDR

Global Interrupt Controller

Programmable logicto
CLOCK memory interconnect

Generation 32b GP AXI T T
Master Port High performance AXI 32b/64b
Slave Ports

| AXIINTERCONNECT |  [___AXIINTERCONNECT |

1024 bits

Interrupt

Figure 5-1: Block Diagram

This system covers the following connections:

AXI CDMA Slave Port is connected to the PS General Purpose master port 1
(M_AXI_GP1). It is used by the PS CPU to configure the AXI CDMA register set for the
data transfer and also to check the status.

AXI CDMA Master Port is connected to the PS High performance Slave Port 0
(S_AXI_HPO). Itis used by the AXI CDMA to read from the DDR system memory. It acts
as the source buffer location for the CDMA during data transfer.

AXI CDMA Master Port is connected to the PS High performance Slave Port 2
(S_AXI_HP2). Itis used by the AXI CDMA to write the data to the DDR system memory.
It acts as a destination buffer location for the CDMA during the Data transfer.

AXI CDMA interrupt is connected from fabric to the PS section interrupt controller.
After Data Transfer or Error during Data transaction, the AXI CDMA interrupt is
triggered.

In this system, you will configure the HP slave port 0 to access a DDR memory location
range from 0x20000000 to Ox2ff££££f£. This DDR system memory location acts as the
source buffer location to CDMA for reading the data.

You will also configure HP slave Port 2 to access a DDR memory Location range from
0x30000000 to Ox3E££fE£££££. This DDR system memory location acts as a destination
location to CDMA for writing the data.
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You will also configure the AXI CDMA IP data width of the Data Transfer channel to 1024 bits
with Maximum Burst length set to 32. With this setting, CDMA Maximum transfer size is set
to 1024x32 bits in one transaction.

You will write the application software code for the above system. When you execute the
code, it first initializes the source buffer memory with the specified data pattern and also
clears the destination buffer memory by writing all zeroes to the memory location. Then, it
starts configuring the CDMA register for the DMA transfer. It writes the source buffer
location, destination buffer location, and number of bytes to be transferred to the CDMA
registers and waits for the CDMA interrupt. When the interrupt occurs, it checks the status
of the DMA transfers.

If the data transfer status is successful, it compares the source buffer data with the
destination buffer data and displays the comparison result on the serial terminal.

If the data transfer status is an error, it displays the error status on the serial terminal and
stops execution.

Example Project: Integrating AXI CDMA with the PS HP Slave
Port
1. Start with one of the following:

o Use the system you created in Example Project: Validate Instantiated Fabric IP
Functionality, page 36.

o Create a new project as described in Creating an Embedded Processor Project,
page 13.

2. Open the Vivado® design from Chapter 3 called edt_tutorial and from the IP integrator
click Open Block Design.

3. In the Diagram window, right-click in the blank space and select Add IP.

4. Inthe search box, type CDMA and double-click the AXI Central Direct Memory Access
IP to add it to the Block Design. The AXI Central Direct Memory Access IP block appears
in the Diagram view.

5. In the Diagram window, right-click in the blank space and select Add IP.

6. In the search box type concat and double-click the Concat IP to add it to the Block
Design. The Concat IP block appears in the Diagram view. This block is used to
concatenate the two interrupt signals if you are using the prior design with the AXI
Timer.

7. Right-click the interrupt > IRQ_F2P[0:0] net and select delete.

8. Click the IRQ_F2P[0:0] port and drag to the dout[1:0] output port on the Concat IP
core to make a connection between the two ports.
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9. Click the interrupt port on the AXI Timer IP core and drag to the In0[0:0] input port on
the Concat IP core to make a connection between the two ports.

10. Click the cdma_introut port on the AXI CDMA IP core and drag to the In1[0:0] input
port on the Concat IP core to make a connection between the two ports.

11. Right-click the ZYNQ7 Processing System core and select Customize Block.
12. Select PS-PL Configuration and expand the HP Slave AXI Interface.

13. Select the check box for S AXI HPO interface and for S AXI HP2 interface.
14. Click OK to accept the changes.

15. Right-click the AXI CDMA IP core and select Customize Block.

16. Set the block settings in the Re-customize IP wizard screen as follows:

System Property Setting or Command to Use

Enable Scatter Gather Unchecked

Disable 4K Boundary Checks Unchecked

Allow Unaligned Transfers Unchecked

Write/Read Data Width 1024

Write/Read Burst Size 32

Enable Asynchronous Mode (Auto) Unchecked

Enable CDMA Store and Forward Unchecked

Address Width 32

17. Click OK to accept the changes.

18. Click the Run Connection Automation link in the Diagram window to automate the
remaining connections.

19.In the Run Connection Automation dialog box make sure the All Automation box is
checked, then, click OK to accept the default connections. The finished diagram should
look like the following figure.

Note: You might receive a Critical Message regarding forcibly mapping a net into a conflicting
address. You will address the error by manually updating the memory mapped address in the
next steps. Click OK if you see the error message.
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Figure 5-2: Updated Block Diagram
.
20. Select the Address Editor tab.

Diagram = Address Editor x 2> 0O s
Q = = k=
Cell Slave Interface Slave Segment Offset Address Range High Address
~ T processing_system7_0

B Data (32 address bits : 0x40000000 [ 1G )
== axi_gpio_ 0 S_AXI Reg 0x4120_0000 64K - 0x4120_FFFF
=0 gxi_timer_0 S_AXI Reg 0x4280_0000 GAK - 0x4280_ FFFF
== axi_cdma_0 S_AXI_LITE Reg Ox7E20_0000 64K - Ox7E20_FFFF
T axi_cdma_0
~ Data (32 address bits : 4G)
== processing_system7_0 S _AXI HPO HPO_DDR_LOWOCM  0x0000_0000 1G = Ox3FFF_FFFF
== processing_system7_0 S_AXI_HP2 HP2_DDR_LOWOCM 0x0000_0000 1G - O0x3FFF_FFFF

Figure 5-3: Address Editor Tab
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21.

22.
23.
24.

25.
26.

27.

28.
29.
30.

In the Address Editor view, expand axi_cdma_0 > Data. Right-click on
HP2_DDR_LOWOCM and select Unmap Segment.

In the Range column for S_AXI_HPO, select 256 M.
Under Offset Address for S_AXI_HPO, set a value of 0x2000 _0000.

In the Address Editor view, expand axi_cdma_0 > Data > Unmapped Slaves. Right click
on HP2_DDR_LOWOCM and select Assign Address.

In the Range column for S_AXI_HP2, select 256 M.

Under Offset Address for S_AXI_HP2, set a value of 0x3000 _0000.
Diagram » | Address Editor X 200
alz & @
Cell Slave Interface  Slave Segment Offset Address  Range High Address
processing_system7_0
Data (32 address bits : 0x40000000 [ 1G ]
axi_gpio_0 S_AXI Reg 0x4120_0000 64K ~ 0x4120 FFFF
axi_timer_0 S_AXI Reg 0x4280_0000 64K v 0x4280_FFFF
axi_cdma_0 S_AXLLITE Reg 0x7E20_0000 64K ~  0x7E20_FFFF
axi_cdma_0
Data (32 address bits : 4G
processing_system7_0 S_AX]_ HPD HPO_DDR_LOWOCM  0x2000_0000 256M =~ Ox2FFF FFFF
processing_system7_0 S_AXI HP2 HP2_DDR_LOWOCM Oxsooo_oooo\ 256M ~ Ox3FFF_FFFF

Figure 5-4: Address Changes to processing_system7_0

In the Flow Navigator, select Generate Bitstream under Program and Debug.
The Save Project dialog box opens.

Ensure that the Block Design - tutorial_bd check box is selected, then click Save.
A message might appear that states Synthesis is out of date. If it does, click Yes.

After the Bitstream generation completes, export the hardware and launch the Vitis™
unified software platform as described in Exporting Hardware to the Vitis Software
Platform, page 22.

Standalone Application Software for the Design

The CDMA-based system that you designed in this chapter requires application software to
execute on the board. This section describes the details about the CDMA-based Standalone
application software.

The main () function in the application software is the entry point for the execution. It
initializes the source memory buffer with the specified test pattern and clears the
destination memory buffer by writing all zeroes.
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The application software then configures the CDMA registers sets by providing information
such as source buffer and destination buffer starting locations. To initiate DMA transfer, it
writes the number of bytes to be transferred in the CDMA register and waits for the CDMA
interrupt to happen. After the interrupt, it checks the status of the DMA transfer and
compares the source buffer with the destination buffer. Finally, it prints the comparison
result in the serial terminal and stops running.

Application Software Flow
The application software does the following:

1. Initializes the source buffer with the specified test pattern. The source buffer location
ranges from 0x20000000 to Ox2fEfEf L.

Clears the destination buffer by writing all zeroes into the destination address range.
The destination buffer location ranges from 0x30000000 to Ox3fffffff.

2. Initializes AXI CDMA IP and does the following:
a. Associates a CDMA callback function with AXI CDMA ISR and Enable the Interrupt.

This Callback function executes during the CDMA interrupt. It sets the interrupt
Done and/or Error flags depending on the DMA transfer status.

Application software waits for the Callback function to populate these flags and
executes the software according to the status flag.

b. Configures the CDMA in Simple mode.

c. Checks the Status register of the CDMA IP to verify the CDMA idle status.

d. Sets the source buffer starting location, 0x20000000, to the CDMA register.

e. Sets the destination buffer starting location, 0x30000000, to the CDMA register.

f. Sets the number of bytes to transfer to the CDMA register. The application software
starts the DMA transfer.

3. After the CDMA interrupt is triggered, checks the DMA transfer status.

If the transfer status is successful, the application software compares the source buffer
location with the destination buffer location and displays the comparison result on the
serial terminal, and then exits from the execution.

If the transfer status displays an error, the software prints the error status in the serial
terminal and stops running.
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Running the Standalone CDMA Application Using the Vitis

Software Platform

1. Open the Vitis software platform.

2. Check that the Target Communication Frame (TCF) (hw_server.exe) agent is running
on your Windows machine. If it is not running in the Vitis software platform, select
Xilinx > XSCT Console.

3. In the XSCT Console window, type Connect. A message appears, stating that the
hw_server application started, or if it has started and is running, you see tcfchant#,
as shown in the following figure.

E workspace - hello_wordd/srcMellowarkd.c - Vitis 1DE
= BIHFOi%- 0~
ine Tool (XBCT) w201
0%:37:26 M::': e
epoEitor O/ Milink/Viein/2015.2 /dataambeddeden) loading 1 ssconde
S g e et I ST
=+ Copyright 1986-201% Xilinx, Inc. All Rights Reasrved.
INFZ1 U=: otrl-g ;:_9 =xit hw_serwver application
INFO:1 To connect to this hw_server instance use urli TCP1127.0.0.1:13121
Figure 5-5: Hardware Server Message in XSCT Process Window
4. In the Vitis software platform, Select File > New > Application Project.

5. The New Application Project wizard opens.

Use the information in the table below to make your selections in the wizard screens.
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Wizard Screen System Property Setting or Command to Use
Application Project | Project Name cdma_app
Use Default Locations Select this option
System project cdma_app_system
Platform hw_platform
Processor PS7_cortexa9_0
Domain Standalone on ps7_cortexa9_0
(ON) Standalone
Language ¢
Templates Available Templates Empty Application

6. Click Finish.

The New Project wizard closes and the Vitis software platform creates the cdma_app
application project under the project explorer.

7. In the Project Explorer tab, expand the cdma_app project, right-click the src directory,
and select Import to open the Import dialog box.

8. Expand General in the Import dialog box and select File System.
9. Click Next.
10. Select Browse.

11. Navigate to the design files folder, which you saved earlier (see Design Files for This
Tutorial, page 134) and click OK.

12. Add the cdma_app. c file and click Finish.
As the build succeeds and cdma_app.elf gets generated. Then build Application project

either by clicking the hammer icon or by right-clicking on the cdma_app project and
selecting Build Project.

Note: The Application software file name for the system is cdma_app. c. Itis available in the ZIP
file that accompanies this guide. See Design Files for This Tutorial, page 134.

13. Open the serial communication utility with baud rate set to 115200.
Note: This is the baud rate that the UART is programmed to on Zynq devices.
14. Make sure that the hardware board is set up and turned on.

Note: Refer to Example Project: Running the “Hello World” Application, page 29 for information
about setting up the board.

15. Select Xilinx Tools > Program FPGA to open the Program FPGA dialog box. The dialog
box shows the bitstream path.

16. Click Program to download the bitstream and program the PL Fabric.
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17. Run the project similar to the steps in Example Project: Running the “Hello World”
Application, page 29.

18. Check the Status of the CDMA transfer in the Serial terminal. If the transfer is successful,
the message "DMA Transfer is Successful" displays. Otherwise, the serial terminal
displays an error message.

Linux OS Based Application Software for the CDMA
System

In this section, you will create a Linux-based application software for CDMA using the
mmap () system call provided by Linux and run it on the hardware to check the functionality
of the CDMA IP.

The mmap () system call is used to map specified kernel memory area to the User layer, so
that you can read or write on it depending on the attribute provided during the memory

mapping.

Note: Details about the mmap () system call is beyond the scope of this guide.

C CAUTION! Use of the mmap () call might crash the kernel if it accesses, by mistake, some restricted area
or shared resources of the kernel.

The main () function in the application software is the entry point for the execution. It
initializes the source array with the specified test pattern and clears the destination array.
Then it copies the source array contents to the DDR memory starting at location
0x20000000 and makes the DMA register setting to initiate DMA transfer to the
destination. After the DMA transfer, the application reads the status of the transfer and
displays the result on the serial terminal.

Application Software Creation Steps
Application software creation is composed of the following steps:

1. Initialize the whole source array, which is in the User layer with value 0xa5a5a5ab5.
2. Clear the whole destination buffer, which is in the User layer, by writing all zeroes.

3. Map the kernel memory location starting from 0x20000000 to the User layer with
writing permission using mmap () system calls.

By doing so, you can write to the specified kernel memory.

4. Copy the source array contents to the mapped kernel memory.

5. Un-map the kernel memory from the User layer.

Zynqg-7000 SoC: Embedded Design Tutorial Send Feedback 66
UG1165 (2019.2) October 30, 2019 www.xilinx.com [—\/—]


https://www.xilinx.com
https://www.xilinx.com/about/feedback/document-feedback.html?docType=Tutorials&docId=UG1165&Title=Zynq-7000%20SoC%3A%20Embedded%20Design%20Tutorial&releaseVersion=2019.2&docPage=66

$ XILINX, Chapter 5: Using the HP Slave Port with AXI CDMA IP

10.

11.
12.
13.

Map the AXI CDMA register memory location to the User layer with reading and writing
permission using the mmap () system call. Make the following CDMA register settings
from the User layer:

a. Reset DMA to stop any previous communication.

b. Enable interrupt to get the status of the DMA transfer.

c. Set the CDMA in simple mode.

d. Verify that the CDMA is idle.

e. Set the source buffer starting location, 0x20000000, to the CDMA register.

f. Set the destination buffer starting location, 0x30000000, to the CDMA register.

g. Set the number of bytes to be transferred in the CDMA register. Writing to this
register starts the DMA transfer.

Continuously read the DMA transfer status until the transfer finishes.

After CDMA transfer finishes, un-map the CDMA register memory for editing from the
User layer using the mmap () system call.

Map the kernel memory location starting from 0x30000000 to the User layer with
reading and writing permissions.

Copy the kernel memory contents starting from 0x30000000 to the User layer
destination array.

Un-map the kernel memory from the User layer.
Compare the source array with the destination array.

Display the comparison result in the serial terminal. If the comparison is successful, the
message "DATA Transfer is Successful” displays. Otherwise, the serial terminal displays
an error message.

Running Linux CDMA Application Using the Vitis
Software Platform

Detailed steps on running Linux on the target board are outlined in Chapter 6. If you are not
comfortable running Linux, run through the Chapter 6 examples prior to running this
example. Running a Linux OS based application is composed of the following steps:

1.
2.
3.

Zynqg-7000 SoC: Embedded Design Tutorial

Booting Linux on the Target Board, page 68
Linux Domain Creation for Linux Applications, page 75

Building an Application and Running it on the Target Board Using the Vitis Software
Platform, page 77
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Booting Linux on the Target Board
You will now boot Linux on the Zyng-7000 SoC ZC702 target board using JTAG mode.

Note: Additional boot options will be explained in Chapter 6, Linux Booting and Debug in the Vitis
Software Platform.

1. Check the following Board Connection and Setting for Linux booting using JTAG mode:

a. Ensure that the settings of Jumpers J27 and J28 are set as described in Example
Project: Running the "Hello World” Application, page 29.

b. Ensure that the SW16 switch is set as shown in the following figure.
c. Connect an Ethernet cable from the Zynq SoC board to your network.
d. Connect the Windows Host machine to your network.

e. Connect the power cable to the board.

2125

=
J—-
o

Figure 5-6: Ensure the SW16 Switch Setting

2. Connect a USB Micro cable between the Windows host machine and the target board
with the following SW10 switch settings, as shown in Figure 5-7.

o Bit-11is0
o Bit-2is1

Note: 0 = switch is open. 1 = switch is closed. The correct JTAG mode has to be selected,
according to the user interface. The JTAG mode is controlled by switch SW10 on the ZC702 and
SW4 on the ZC706.
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Figure 5-7: SW10 on a ZC702 Set to use Digilent USB JTAG

3. Connect a USB cable to connector J17 on the target board with the Windows Host
machine. This is used for USB to serial transfer.

4. Change Ethernet Jumper J30 and J43 as shown in the following figure.

......

......
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Figure 5-8: Change JumpersJ30 and J43
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5. Power on the target board.

6. Launch the Vitis software platform and open the same workspace you used in Chapter 2
and Chapter 3.

7. If the serial terminal is not open, connect the serial communication utility with the baud
rate set to 115200.

Note: This is the baud rate that the UART is programmed to on Zynq devices.

8. Select Xilinx Tools > Program FPGA, then click Program to download the bitstream.

9. Open the Xilinx System Debugger (XSCT) tool by selecting Xilinx Tools > XSCT
console.

10. At the XSCT prompt, do the following:
a. Type connect to connect with the PS section.
b. Type targets to get the list of target processors.
c. Type targets 2 to select the processor CPUT.

xsct$ targets
1 APU
2 Arm Cortex-A9 MPCore #0 (Running)
3 Arm Cortex-A9 MPCore #1 (Running)
4 xc7z020
xsct% targets 2
xsct% targets
1 APU
2* Arm Cortex-A9 MPCore #0 (Running)
3 Arm Cortex-A9 MPCore #1 (Running)
4 xc7z020

d. Type dow <tutorial_download_path>zynq_fsbl.elf to download Petalinux FSBL.
e. Type con to start execution of FSBL and then type stop to stop it.
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mection, .bas: 0x00018040 - 0x0DO1£271
section, .heap: Ox3J001£372 - OxO0Q2127E
amatioan, .atack: OwfEEE0000 - OREEEFAIEF

& cdma_app_system [
B cdra_test_system |5
& hella_world_system

B hw_platform [Fatfarm 0% 0HB  0.0MB/= F7:77 ETR
a & Jinux_cdma_app_system [System] 100% OME  0.4MBS= 00:00
& linux_cdma_app [Application]

getting PC to Program Start Addresa Ox000008000
Sucoessfully downloaded Cifd=aigas/boot/zyng fabl.=lf
x=ctd Info: ARH Cortex-A9 MPCore 30 {target 2] Stopped at OxEfEEFE28 (Suspended)
®ECLS Tacgeta
1 HAPT
2% BAM Cortex-A% MPCore §0 (Suspended)
1 ARM Cortex-A% MECore ¥l (Running)
4 xoTz020
xEctd con
Info: ARM Cortex-AS MPCore #0 (target 2} Running
xacté atop
Info: ARM Cortex-A% MECore #0 (target 2} Stopped at Ox113al (Suspended)
x=ctd targecs
1 APU
2% ARM Cortex-AS MPCore #0 (Suspanded)
3 ARM Cortex-AS MPCore $1 (Running)
% woTz020
xectd

Figure 5-9: XSCT Console

f. Type dow <tutorial_download_path>/u-boot.elf to download PetaLinux
U-Boot.elf.

g. Type con to start execution of U-Boot.

On the serial terminal, the autoboot countdown message appears:
Hit any key to stop autoboot: 3

h. Press Enter.
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Automatic booting from U-Boot stops and a command prompt appears on the serial
terminal.

R woriepace - hw_platform/platform.spr - Vitis IDE =0 o <
File it B Devetoper Niling  Project Windaw  Help
g >R i GE » o a|R RIS ETOY Quick Access | [ Design |35 Debug.
o | project Exprarer &2 I_'f " B | #Terminal & B it | T G bl #=n0|s
il =Sl | B Serial COMBS (9/11/19, 11:28 AM) 32 ;0:
= cdma_app_system [ i —o
e
dima_test_system e
ello_wortd.systern [ hw_platform U-Boot 2610.81 (Sep 18 2019 - 12:53:15 +8000) Xilinx Tyng 2702 m
15 w_platform -_— i
(& bitstream i ynq 72020 o
Silicon: w3.1 &
(= dsa Hodel: Zyng ZC762 Development Board o
= export DRAM: ECC disabled 1 GiB G
& logs MNC:  mmc@e0100000: @ 2
(= psT_cortexad 0 Loading Environment from SPI Flash... SF: Detected n25ql128a with page size 256 Bytes, erase size 64 KiB, t m
(= resources otal 16 MiB l@
e s 5 5
(= tempdsa Warning - bad CRC, using default environment !
. &
(& zyna_fsbl In:  serial@e@eolose £
= platfarmspe Out:  serial@e0polone
# == linux_cdma_app. system | bw_platiorm Erp: serial@e0001008
« {2F linux_cdma_app [ linuwe_application_domain ] HModel: Zyng 20782 Development Board
4 Binaries Net: IVNQ GEM: e2@0b08d, phyadde 7, interface rgmii-id
& Includes ethB:_ethem?tEeaﬂ%B@B
. ide U-BOOT for xilinx-zc7@2-2619 2
& Debug ethernet@e000b00@ Waiting for PHY auto negotiation to complete. . ... ... done
Ui BOOTP broadcast 1
% projectsdy BOOTE broadcast 2
& project.sdxs
fbort
Hit any key to stop autoboot: @
Zyng>
2yngx
Zyng> | |
= Assistant 5 | =
& cdma_app_system [Syster X
¥ b = = —— —
: ‘cdfna_test_sy‘stem S & %5CT Console =2 - 1 || & Consale i'i| o
; h:-lo_wurid_s.y.stcm 2 ha XSET Procmss & B
B he_platformn [Platfom dow Cifdeaigna/boot/n-baot.elf = =
« B linui_ceima_app._system [System] 0~
EF inux_cdma_app [Application bownloading Brogram —- Ci/designs/boot/u-boot.elf Frogram FPGA
il i amcticn, .data: OxD0400000 - 0x004B84736 -
ok OME  0.0MB/s
2E% OMBE  0.3mB/s
Ta8% ilzi) 0.4MB/ s
100% OME T.4MB/ =
Setting FC to Program Start Addreas Ow00400000
Successafully downloaded Cr/desigma/boot/u-boot.s=lf
con
ARM Cortex-AS MECore &0 (target 2) Running
’ =
||x=oth « [
Connected - Encoding: Default (I50-3359-1)

Figure 5-10: Serial Terminal

i. At the XSCT Prompt, type stop.
The U-Boot execution stops.

j. Type dow -data <tutorial_download_path>/image.ub 0x30000000 to download
the Linux Kernel image at location 0x3000000.

k. Type con to start executing U-Boot.

11. At the command prompt of the serial terminal, type bootm 0x30000000.

The Linux OS boots.
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12. If required, provide the Zynq login as root and the password as root on the serial
terminal to complete booting the processor.

After booting completes, # prompt appears on the serial terminal.

13. At the root@Xi1inx-72C702-2019_2:~# prompt, make sure that the board Ethernet
connection is configured:

a. Check the IP address of the board by typing the following command at the zyng>
prompt: ifconfig etho.

This command displays all the details of the currently active interface. In the
message that displays, the inet addr value denotes the IP address that is assigned
to the Zyng SoC board.

b. If inet addr and netmask values do not exist, you can assign them using the
following commands:

root@Xilinx-ZC702-2019_2:~# ifconfig eth0 inet 192.168.1.10
root@Xilinx-7zC702-2019_2:~# ifconfig eth0 netmask 255.255.255.0

14. Confirm that the IP address settings on the Windows machine are set up to match the
board settings. Adjust the local area connection properties by opening your network
connections.

a. Right-click the local area connection that is linked to the XC702 board and select
Properties.

b. In the Local Area Connection Properties dialog box, select Internet Protocol
Version 4 (TCP/IPv4) from the item list and select Properties.

c. Select Use the following IP address and set the following values:

IP address: 192.168.1.11
Subnet mask: 255.255.255.0

d. Click OK to accept the values.

Zynqg-7000 SoC: Embedded Design Tutorial Send Feedback 73
UG1165 (2019.2) October 30, 2019 www.xilinx.com [—\/—]


https://www.xilinx.com
https://www.xilinx.com/about/feedback/document-feedback.html?docType=Tutorials&docId=UG1165&Title=Zynq-7000%20SoC%3A%20Embedded%20Design%20Tutorial&releaseVersion=2019.2&docPage=73

Chapter 5: Using the HP Slave Port with AXI CDMA IP

& XILINX.

15. In the Windows machine command prompt, check the connection with the board by
typing ping followed by the board IP address. The ping response displays in a loop.

This response means that the connection between the Windows host machine and the
target board is established.

16. Press Ctrl+C to stop displaying the ping response on the Windows host machine
command prompt.

A workspace - _platformy/platfarmspr - Vitis IDE [eTa| =)

Fite  Edit Bun Dewveloper Xilinw Project Window Help

i | &~ & v 2 . 0 |S®igBDiFr0r Cuick Access | [7 Design (32 Debug |
& |4 Debug | & Project Explorer 5 | %, Explorer = 0 || 39 Terminal & | @ i | Oy G & M &P [}
- = ||| Serial COMAS (911749, 11:28 AM) 2 (e
|| cdma_app_system [ b ..D
[l cdma_test_system Petalinux 2019.2 wilink-z¢782-2019_2 /dev/ttyPsa &
[ hello_world_system =
» % hw_plattorm wilink-zc702-26819_3 login: root L)
. blisiraam Password: 1}
- : rootinilink-zc?02-2019_ 3~ =
& dsa rootixiline-zc7B2-2010_2 @ a
& export rootixilink-zc702-2019_2:~# cat /proc/version .
= lags Linux version 4.19.8-xilink-v2@19.2 {pe-user@oe-host) (gee version 8.2.@ (GCC)) #1 SHP PREEMPT Tue Sep 18 G
s7_cortaxald 0 12:53:27 UTC 2619 @
= resources rootiixilink-zc7@2-2819_2:~# ifconfig ethe <
= tempdsa =the Link encap:Ethernet HWaddr 08:8A:35:80:1E:53 @
23 ineth addr: fe8@::38a:3Sff:fedd:1e53/64 Scope:link P
e 7ynq_fibl UP BROADCAST RUNNING MULTICAST MTU:1508 Metric:l o
== platform.spr RX packets:180 errors:2 dropped:8 overruns:® frame:2

inux_cdrma_app_system | b slatform
« {Z} linux_cdma_app | linux_application_domain

TX packet:
collision:

5 errors:@ dropped:@ overruns:® carriec:@
@ twgueuvelen: 1886

& Binaries RX bytes:11254 (10.0 KiB) TX bytes:5754 (5.6 KiB}

#l Includes Interrupt:29 Base address:OxbOod

i root@xilink-zc703-2610 2:~# ifconfig ethd inet 102.168.1.10

& Debug rootinilink-zc702-2819_3:~7 ifconfig eth® netmask 255.255_355.8
=i rootixilink-zc702-2819_2:~# ifconfig ethe

“{ projectsdx ] Link encap:Ethernet HiWaddr @@:8A:35:8@:1EF:53

& projectsdxs

- Assistant ¥ | EB®{RO0O% ~=0

&' cdma_app_system

* cdma_test_system |

! hello_world_system
hw_platform [F

«  linux_cdma_app_system [System)]
“F linw_cdma_app

inet addr:192.168.1.18
ineth addr: feB@::28a:iSff:fed0:1253/64 Scope:link
UP BROADCAST RUMNIMG MULTICAST MTU:1588 Metric:l
Y packets:115 errors:? dropped:® overruns:@ frame:2
T* packets:35 errors:@ dropped:® overruns:® carrierc:@
collisions:@ txqueuelen:1@98

AX bytes:12137 (11.8 KiB) TX bytes:0804 (8.8 KiB)
Interrupt:29 Base address:@xbEea

rootixilink-zc702-2019_2:~# ping 102.168.1.11
PING 192.168.1.11 (192.168.1.11): 56 data bytes
B4 bytes from 192_168.1.11: seq=8 ttl
B4 bytes from 192_168.1.11: seq=1 tt
B4 bytes from 192_168.1.11: seq=2 ttl
|

--- 192.168.1.11 ping statistics ---
1 packets transmitted, 3 packets received, @¥ packet loss
round-trip minfavg/sax = 0.676/9.706/0.753 ms
rootiExilink-zc?@2-3010_3: -1

o

28 time=B_676 ms

T Console 2

ast:102.168.1.255 Mask:255.255.255.8

@ Consale i

X3CT Process
e -
s0% .32 D £z O
92% 0.3uB/a ETA
543 0348/ O 1 ETA Frogram Pl
86% D.3MB/a O 1 ETA
0.3M2/a OQD:00 ETA
0.3u=/a 00:00 ETA
O.duE/a G0:32
Succeasfully downloaded ©:/designs/boot/imsgs.ub

xucty con
Info: ARM Cortex-A% MPCors 0 [target 2) Running
xzcth

®aTtd

Figure 5-11: Windows Host Machine Command Prompt

Linux booting completes on the target board and the connection between the host machine
and the target board is complete.
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Linux Domain Creation for Linux Applications

Now that Linux is running on the board, you can create a Linux domain followed by a Linux
application. The steps to create a Linux domain are given below:

1.

Go to the explorer in the Vitis software platform and expand the hw_platform platform
project.

Open the hardware by double clicking platform.spr.

The platform explorer opens. Click the + button in the right corner to add a domain, as
shown in the following figure.

E workspace - hw_platform/platform.spr - Vitis IDE
File Edit Run Xilinx Project Window Help

- | B~ | ~:Biw| SR @B H~0~
& |4 Deb.. |E5 Proj.. E@]' Expl.. = B ||+ hw_platform &=
- | = |5 |peg = -
EE -
= | & [&] cdma_app_system [ hw_platform ] Platform:
- [=] hello_world_system [ hw_platform ] 4 |51 hw_platform Add Domain
4 1= hw_platform 4 [ psT_cortexa9_0 Name:
> = bitstream 4 (= zyng_fsbl DSA:
¢ [= dsa 5| Board Support Package Description:
: = export 4 (= standalone on ps7_cortexa9_0
> = logs =| Board Support Package
= ps/_cortexa9_0
¢ [= resources
Samples:
: [= tempdsa ]
> = zyng_fsbl @ Generate t
= platform.spr () Use pre-b

Figure 5-12: Add a Domain

4. When the new domain window opens, enter the details as given below

Zynqg-7000 SoC: Embedded Design Tutorial

a. Name > linux_domain

b. Display Name > linux_application_domain
¢. OS > Linux

d. Processor > ps7_cortexa9

e. Supported Runtimes > C/C++

f. Select Use pre-built software components, then under this:
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- Create one boot directory in the C: \designs folder, then copy the boot
components into it: (FSBL, PMUFW from the Vitis software platform, ATF,
u-boot.elf and image.ub from Petalinux.

- Create one BIF file as below.

s - © " 7 Platform: hw_platform
4 i hw_platiorm
4 [y psT_comexad 0 MName: hw_pilatform
# = ryng_fsbi DSA:
Board Support Package
+ [ standalone on ps7_cortexad_0

tutorial_bd_wrapperxsa
Description: hew_platform

Board Support Package Fa

- =

E New Domain i hw_platform e Q
Domain

Create a new domain.

Mame: lsnux_domain

Display Mama: linux_application_domain

05 linux -
Processor: ps7_cortexad st
Supported Runtimes: |(CfiC++ >

@ Use pre-buill software components

Boot Directory:  C\designs\boot Browse...

Bif File: Chdesigns\boot\cdma_test bif Browse..

Generate software components

7 oK | Cancel

Figure 5-13: Create BIF File

g. Click OK to finish and observe that the Linux domain has been added to the
hw_platform as shown below.

“ 5 Domain: linus_domain

Supponed Rurmet CiCee =

Chapiay haeme T RSN BT

Jesrip

i e e — o
; Cfdemigmbocteima iea bl [ a

—— - a
v - a
) Dt wm a

DERL] Asgramenris Bsowie Q

Figure 5-14: Linux Domain Added to hw_platform

h. Add image.ub file path in Image file path.
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Now you are ready with Linux domain to create Linux applications.

Building an Application and Running it on the Target Board
Using the Vitis Software Platform

1. Now that Linux is running on the board, we will create a linux application to utilize the
CDMA. Select File > New > Application Project.

2. Use the information in the table below to make your selections in the wizard screens.

Wizard Screen System Property Setting or Command to Use
Application Project Project Name linux_cdma_app
Syatem project linux_cdma_app_system
Platform <hw_platform>
CPU cortex-a9
Domain linux_application_domain
(0N linux
Language c
Templates Available Templates Linux Empty Application

3. Click Finish.

The New Project wizard closes and the Vitis software platform creates the
linux_cdma_app project under the project explorer.

4. In the Project Explorer tab, expand 1inux_cdma_app project, right-click the src
directory, and select Import to open the Import dialog box.

5. Expand General in the Import dialog box and select File System.

6. Click Next.

7. Add the linux_cdma_app.c file and click Finish.

Build Application project either by clicking the hammer icon or by right-clicking on the
linux_cdma_app project and selecting Build Project. Binary file linux_cdma_app.elf gets
generated.

Note: The example application software file for the system is 1inux_cdma_app.c. This file is
available in the ZIP file that accompanies this guide. See Design Files for This Tutorial, page 134.

8. Right-click 1inux_cdma_app and select Run As > Run Configurations to open the
Run Configurations wizard, shown in the following figure.

9. Right-click Xilinx C/C++ application (Application Debugger) and select New.
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E Run Configurations

Create, manage, and run configurations

Debug a program wsing Application Debugger.

o X| 2%~
Tirter text
A Launch Group
+* OpenCL
<= OpenCL (TCF)
B Target Communication Framewark
£ Xilinx Al Engine SystemC Simulator
# Nilinx Al Engine 486 Simulater
= ¥ ¥ilinx Application Debugger
£ AXIDMA Debug
&, Xilinx Application Debugger (GDB)
B Xilinx SPM Analysis
£ Xiline System Debugger

Chapter 5: Using the HP Slave Port with AXI CDMA IP

NMame: AXI DMA Detug

¥ Main ] Application @ Target Setup| b Arguments| B8 Environment | Fs Symbol Files| i Source| & Path Map| 71 Common

Debug Type: | Linux Application Debug -

Connection: | Linux Agent ™ | [New|

Mote: TCF agent port should be used as port in the larget connection (Default TCF agent port: 1534).

Project: linue_cdma_app Browse...
Configuration: |Debug -

Emulation
Performance Analysis

# Yilinx SystemC-RTL Co-Simulatar

Figure 5-15: Run Configurations Setup
10. In the Connection tab, click New to open the New Connection wizard.
11.In the New Target Connection screen, apply the settings below:

a. Specify a name in the Target Name field. For the purposes of this exercise, use
CDMALinux.

b. In the Host field, enter the target board IP address.

To determine the target board IP address, type i fconfig ethO at the zyng>
prompt in the serial terminal. The terminal displays the target IP address that is
assigned to the board.

c. Inthe Port field, type 1534.
12. Click OK to create the connection.

13. As shown in the following figure, from the Application tab, enter application data
settings for the following:

a. Project Name: l1inux_cdma_app
b. Local File Path: Debug/linux_cdma_app.elf

c. Remote File Path: /tmp/cdma.elf
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& run Contigurations o [B®
Create, manage, and run configurations 1%
Debug a program wsing Application Debugger. Q
FREXIES

Name: AXI DMA Debug

ey e | £ Main |0 Application . @ Target Setup |+ Arguments| B Environment £+ Symbol files % Sourca| & Path Map [ Common
& Launch Group

- Opencl Application

- QpenCL{TCR) Local File Path: )

[ Target Communication Framewark Debug/linug_cdma_appelf Search... | Browse..
% ilink A1 Engine SystemC Simulator Ramote File Path:

&, Milink Al Engine %86 Simulator Ampfcdmact

= &, Xilink Application Debugger
e AN DMA Debug Working directory
&, xilinx Appiication Debugger (GDE)
D Xiline S0 Analysis
4 Xiling System Debugger
& Xilin SystemC-RTL Co-Simulatar ¥| Auto-attach process children

Lise default

Stop at program entry
V! Stop at ‘main’
Disconnect when last debug context exits
| Use pseudo-termingl for process standard [/
Hide debug contexts started by other debug sessions

| 1
Filter matched 12 of 21 ftems | Revert || Apply
_ —
2 ! Run || ciose

Figure 5-16: Debug Configuration Settings in the Application Tab

14. Click Run. The application executes, and the message DATA Transfer is Successful
appears in the console window, as shown in the following figure.

E workspace - hw_platform/platform.spr - Vitis IDE

File Edit Run Developer Xilinx Project Window Help

Tn s |®~ & ~i2iR) m Sz g 4%~0~
= | % Debug % | %, Explorer li* = = B ||@console 23]
& £ AXI DMA Debug (CDMALinux) TCF Debug Process Terminal - P1257

/dev/mem opened.
Memory mapped at address Oxab6e@f0e0.
fdev/mem opened.

Transfer Completed

[dev/mem opened.
Memory mapped at address @xabed@f0eo.
DATA Transfer is Successful

Figure 5-17: Data Transfer Message
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& XILINX

Chapter 6

Linux Booting and Debug in the Vitis
Software Platform

This chapter describes the steps to configure and build the Linux OS for Zynq®-7000 SoC
board with Petalinux Tools. It also provides information about downloading images
precompiled by Linux on the target memory using a JTAG interface.

The later part of this chapter covers programming the following non-volatile memory with
the precompiled images, which are used for automatic Linux booting after switching on the
board:

« On-board QSPI Flash
« SD card

This chapter also describes using the remote debugging feature in the Xilinx® Vitis™
unified software platform to debug Linux applications running on the target board. The
Vitis software platform runs on the Windows host machine. For application debugging, the
platform establishes an Ethernet connection to the target board that is already running the
Linux OS.

For more information, see the Embedded Design Tools web page [Ref 12].

Requirements

In this chapter, the target platform refers to a Zynq SoC board. The host platform refers to
a Windows machine that is running the Vivado® tools and PetaLinux installed on a Linux
machine (either physical or virtual).

Note: The Das U-Boot universal bootloader is required for the tutorials in this chapter. It is included
in the precompiled images that you will download next.

From the Xilinx documentation website, download the ZIP file that accompanies this guide.
See Design Files for This Tutorial, page 134. It includes the following files:

*+ BOOT.bin: Binary image containing the FSBL and U-Boot images produced by
bootgen.
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* cdma_app.c: Standalone Application software for the system you will create in this
chapter.

« helloworld.c: Standalone Application software for the system you created in
Chapter 3.

 linux_cdma_app: Linux OS based Application software for the system you will create
in this chapter.

* README. txt: Copyright and release information pertaining to the ZIP file.
+ u-boot.elf: U-Boot file used to create the BOOT.BIN image.
¢ Image.ub: Petalinux build Image (which have kernel image, ramdisk and dtb)

« fsbl.elf: FSBL image used to create BOOT.BIN image.

Booting Linux on a Zynqg SoC Board

This section covers the flow for booting Linux on the target board using the precompiled
images that you downloaded in Requirements, page 80.

Note: The compilations of the different images like Kernel image, U-Boot, Device tree, and root file
system is beyond the scope of this guide.

Boot Methods

The following boot methods are available:

« Master Boot Method
« Slave Boot Method

Master Boot Method

In the master boot method, different kinds of non-volatile memories such as QSPI, NAND,
NOR flash, and SD cards are used to store boot images. In this method, the CPU loads and
executes the external boot images from non-volatile memory into the Processor System
(PS). The master boot method is further divided into Secure and Non Secure modes. Refer
to the Zyng-7000 SoC Technical Reference Manual (UG585) [Ref 1] for more detail.

The boot process is initiated by one of the Arm Cortex-A9 CPUs in the processing system
(PS) and it executes on-chip ROM code. The on-chip ROM code is responsible for loading
the first stage boot loader (FSBL). The FSBL does the following:

« Configures the FPGA with the hardware bitstream (if it exists)

« Configures the MIO interface
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e [|nitializes the DDR controller
» |nitializes the clock PLL

« Loads and executes the Linux U-Boot image from non-volatile memory to DDR

The U-Boot loads and starts the execution of the Kernel image, the root file system, and the
device tree from non-volatile RAM to DDR. It finishes booting Linux on the target platform.

Slave Boot Method

JTAG can only be used in slave boot mode. An external host computer acts as the master to
load the boot image into the OCM using a JTAG connection.

Note: The PS CPU remains in idle mode while the boot image loads. The slave boot method is always
a non-secure mode of booting.

In JTAG boot mode, the CPU enters halt mode immediately after it disables access to all
security related items and enables the JTAG port. You must download the boot images into
the DDR memory before restarting the CPU for execution.

Booting Linux from JTAG

The flow chart in the following figure describes the process used to boot Linux on the target

platform.

Load and execute First
Stage Boot Loader
(FSBL)

'

| Load Bitstream |

!

| Load and Execute U-Boot|

!

| Load Linux Kernel |

'

| Load Device Tree |

'

| Load Root File System |

!

| Run All |

Figure 6-1: Linux Boot Process on the Target Platform
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2: XI LI NX® Chapter 6: Linux Booting and Debug in the Vitis Software Platform

Preparing the PetaLinux Build for Debugging

To debug Linux applications (using tcf-agent), you must manually enable tcf-agent in
PetaLinux RootFS.

Ensure that dropbear-openssh-sftp server is disabled in PetaLinux RootFS.

Note: The Vitis debugger supports Linux Application Debug using tcf-agent (TCF - Target
Communication Framework). TCF agent is provided as a part of PetaLinux roofts packages, but needs
to be enabled when required.

Detailed information on enabling these components in the PetalLinux Tools Documentation:
Reference Guide (UG1144) [Ref 8], section "Debugging Applications with TCF Agent.”
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Booting Linux Using JTAG Mode

1. Check the following board connections and settings for Linux booting using JTAG mode:

a. Ensure that the settings of Jumpers J27 and J28 are set as described in Example
Project: Running the “"Hello World” Application, page 29.

b. Ensure that the SW16 switch is set as shown in the following figure.

c. Connect an Ethernet cable from the Zynq®-7000 SoC board to your network or
directly to your host machine.

d. Connect the Windows Host machine to your network.

e. Connect the power cable to the board.

Figure 6-2: Ensure the SW16 Switch Setting

2. Connect a USB Micro cable between the Windows host machine and the target board
with the following SW10 switch settings, as shown in the following figure.

o Bit-11is0
o Bit-2is1

Note: 0 = switch is open. 1 = switch is closed. The correct JTAG mode has to be selected,
according to the user interface. The JTAG mode is controlled by switch SW10 on the zc702 and
SW4 on the zc706.
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Figure 6-3: SW4 on a ZC706 Set to use Digilent USB JTAG

3. Connect a USB cable to connector J17 on the target board with the Windows Host
machine. This is used for USB to serial transfer.

4. Change Ethernet Jumper J30 and J43 as shown in the following figure.

Figure 6-4: Change Jumpers J30 and J43

5. Power on the target board.

6. Launch the Vitis software platform and open same workspace you used in Chapter 2 and
Chapter 3.

7. If the serial terminal is not open, connect the serial communication utility with the baud
rate set to 115200.

Note: This is the baud rate that the UART is programmed to on Zynq devices.
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2: XI LI NX® Chapter 6: Linux Booting and Debug in the Vitis Software Platform

8. Download the bitstream by selecting Xilinx Tools > Program FPGA, then clicking
Program.

9. Open the Xilinx System Debugger (XSCT) tool by selecting Xilinx Tools > XSCT
console.
10. At the XSCT prompt, do the following:
a. Type connect to connect with the PS section.
b. Type targets to get the list of target processors.
c. Type ta 2 to select the processor CPUT.
xsct$ targets
1 APU
2 Arm Cortex-A9 MPCore #0 (Running)
3 Arm Cortex-A9 MPCore #1 (Running)
4 xc7z020
xsct% ta 2
xsct% targets
1 APU
2* Arm Cortex-A9 MPCore #0 (Running)
3 Arm Cortex-A9 MPCore #1 (Running)
4 xc7z020
d. Type dow <tutorial_download_path>zynq_fsbl.elf to download Petalinux FSBL.
e. Type con to start execution of FSBL and then type stop to stop it.

f. Type dow <tutorial_download_path>/u-boot.elf to download PetalLinux
U-Boot.elf.

g. Type con to start execution of U-Boot.

On the serial terminal, the autoboot countdown message appears:

Hit any key to stop autoboot: 3

h. Press Enter.

Automatic booting from U-Boot stops and a command prompt appears on the serial
terminal.

i. At the XSCT Prompt, type stop.
The U-Boot execution stops.

j.  Type dow -data image.ub 0x30000000 to download the Linux Kernel image at
location <tutorial download_path>/image.ub.

k. Type con to start executing U-Boot.

11. At the command prompt of the serial terminal, type bootm 0x30000000.

The Linux OS boots.
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12. If required, provide the Zynq login as root and the password as root on the serial
terminal to complete booting the processor.

After booting completes, # prompt appears on the serial terminal.

13. At the root@xilinx-zc702-2019_2:~# prompt, make sure that the board Ethernet
connection is configured:

a.

Check the IP address of the board by typing the following command at the zyng>
prompt: ifconfig ethO.

This command displays all the details of the currently active interface. In the
message that displays, the inet addr value denotes the IP address that is assigned
to the Zyng SoC board.

If inet addr and netmask values do not exist, you can assign them using the
following commands:

root@xilinx—-zc702-2019_2:~# ifconfig eth0 inet 192.168.1.10
root@xilinx-zc702-2019_2:~# ifconfig eth0 netmask 255.255.255.0

ﬁ IMPORTANT: /f the target and host are connected back-to-back, you must set up the IP address. If the
target and host are connected over a LAN , DHCP will get the IP address for the target; use the
ifconfig etho to display the IP address.

Zynqg-7000 SoC: Embedded Design Tutorial

Next, confirm that the IP address settings on the Windows machine match the board
settings. Adjust the local area connection properties by opening your network
connections.

i Right click the local area connection that is linked to the XC702 board and select
Properties.

ii With the Local Area Connection properties window open, select Internet
Protocol Version 4 (TCP/IPv4) from the item list and select Properties.

iii Select Use the following IP address and set the values as follows (also shown
in the following figure):

IP address: 192.168.1.11 (target and host must be in the same subnet if
connected back- to-back)

Subnet mask : 255.255.255.0
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Internet Protocel Version 4 (TCP/IPv4) Properties Iilﬂ—h]

General

‘You can get IP settings assigned automatically if your network supports
this capability. Otherwise, you need to ask your network administrator
for the appropriate IP settings.

(") Obtain an IP address automatically
(@) Use the following IP address:

IF address: 192,168 . 1 . 11
Subnet mask: 255,255,255, 0
Default gateway:

Obtain DMS server address automatically
(@) Use the following DNS server addresses:

Preferred DNS server:

Alternate DMS server:

[| validate settings upon exit

[ Ok ][ Cancel ]

Figure 6-5: IP Address Settings
c. Click OK to accept the values and close the window.

14.In the Windows machine command prompt, check the connection with the board by
typing ping followed by the board IP address. The ping response displays in a loop.

This response means that the connection between the Windows host machine and the
target board is established.

15. Press Ctrl+C to stop displaying the ping response on windows host machine command
prompt.

Linux booting completes on the target board and the connection between the host
machine and the target board is complete. The next Example Design describes using the
Vitis software platform to debug the Linux application.
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Example Design: Debugging the Linux Application Using the
Vitis Software Platform

In this section, you will create a default Linux hello world application and practice the
steps for debugging the Linux application from the Windows host machine.

1. Open the Vitis software platform.

2. Select File > New > Application Project.
The New Applications Project wizard opens.

3. Use the information in the following table to make your selections in the wizard screens.

Table 6-1: New Project Wizard Selections for Debugging in the Vitis Software Platform

Wizard Screen System Property Setting or Command to Use
Application Project Project Name HelloLinux
Use Default Location Select this option
System project HelloLinux_system
Platform <platform>
CPU cortex-a9
(0N linux
Language C
Sysroot path Leave it unchecked
Templates Available Templates Linux Hello World
4. Click Finish.

The New Project wizard closes and the Vitis software platform creates the HelloLinux
project under the project explorer. Build Application project either by clicking the
hammer icon or by right-clicking on the linux_cdma_app project and selecting Build
Project. Binary file linux_cdma_app.elf gets generated.

5. Right-click HelloLinux and select Debug as > Debug Configurations to open the
Debug Configurations wizard.

6. Select Linux Application Debug as the Debug Type, as shown in the following figure.
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& XILINX.

A Debug Configurations

Chapter 6: Linux Booting and Debug in the Vitis Software Platform

Create, manage, and run configurations

Debug a program using Application Debugger.

ZoEX BER~-
type filter text
= § Xiline Application Debugoer
o HelloLinux Debug
&, Xilin: Application Debugger (GD8)
E3 Xilinx SPM Analysis

Mame: HelloLimo: Debug
$7 Main - (=] Application| @ Target Setup| b Arguments| B Environment| S Symoal Files & Source
Debug Type: | Linuy Application Debug -

Connection: | Linux Agent

A Path Map|T] Common

& !Ncw!

Note: TCF agent port should be used as port in the target connection (Default TCF agent port: 1534),

Project: Hellolinux | Browse.,
Canfiguration: IDehug 'W‘
Emulation

Performance Analysis

Figure 6-6: Debug Type Selection

7.
8.

In the Target Setup tab, Connection field, click New.

In the Target Connection Details dialog box (shown in the following figure):

a. Specify the Target Name of your choice.

b. In the Host field, use the target IP address.

c. Inthe Port field, specify 1534.

E Debug Configurations

Create, manage, and run configurations

Diebug & program using Application Debugger.

E o L AR =T Mame: Hellolinux Debug
type filter et 52 Main
« §o Xiling Application Debugger

% HelloLinux Debug
% Xilire Application Debugger (GDE)
E3 Xilinx SPM Analysis

) Appiication | @ Target Setup |+ frguments| 8 Environment & Symbol Files| B Source | & Path Map

Debug Type! |Linux Application Debug

Connection: | Linux Agent | | New

Note: TCF agent port should be used as port in the target connection {(Default TCF agent port: 1534),
A Target Comnection Details
New Target Connection

Creates new configuration for connecting to a target.

Target Name. Linux_Dema
| Set as default target
Specity the eannection type and properties
Type | Linux TCF Agent
Host 182168110
Port 1534

Test Connection | [_

o |
Filter matched 4 of 4 iterms

Figure 6-7: Debug Configuration Target Connection Settings

9. Set the Application configuration details, as described below (and shown in the
following figure).

Zynqg-7000 SoC: Embedded Design Tutorial
UG1165 (2019.2) October 30, 2019

www.Xxilinx.com

| Send Feedback I 90


https://www.xilinx.com
https://www.xilinx.com/about/feedback/document-feedback.html?docType=Tutorials&docId=UG1165&Title=Zynq-7000%20SoC%3A%20Embedded%20Design%20Tutorial&releaseVersion=2019.2&docPage=90
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a. Select the Application tab.
b. Set the Remote File path, for example /tmp/hellolinux.elf and click Apply.

A tebug canfigurations = ol
Create, manage, and run configurations &'\_
J
Debug a program using Application Debugger.
E e X 8=~ Mame:  Hellelinu Debug
type filter tewr

¥ Main ] Application {8 Target Satup| &+ Arguments| B Environment | £+ Symbol Files % Source! & Path Map| T Common
+ 3 Xiliro Application Debugger

Applicats
£ Hellolinux Debug PP I? n;
£, Xilir Application Debugger (GDE) pocalE ATy g
B iliro: SPM Analysis Debug/Hellolinux.eld  Search. 1.8

Remote File Pathe

Jtrmpfhellolinuzxelf

Working directary

Usge dafault

< | Auto-attach process children
Stop at program entry
+|Stop at ‘main’
Disconnect when |ast debug context exits
< Use pseudao-terminal for process standard KO
Hide debug contexts started by other delbug sessions

Fiftter matched 4 of 4 items Revert | Apphy

&4} ,r Debug | Close

Figure 6-8: Debug Configuration Target Options

10. Click Debug.
The Debug Perspective opens (see Figure 6-9). From this screen you can:

- Observe that execution stopped at the main () function.
- See disassembly points to the address.

- Setup break points by right clicking the function on the left side of the editor
pane (showing the helloworld.c).

- Once a breakpoint is set, it appears in the break point list. You can observe and
modify register contents. Notice that the PC register address in the Registers
tab and the address shown in the Disassembly tab are the same (see the
following figure).

- Use step-into (F5), step-return (F7), step-over (F6), Resume (F8) and continue
debugging outlined in green in the following figure.
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[ workspace - Hellatinugjsre/elioworid.c - Vitis IDE [=&T=]
e Edit Run Developer Xiling. Project &
- BrfrDin|omw ST - R Quick Access © [ Design (3. Debug

=R

# | 1@ helloworld.c & | = B |[®e Breakpoi
o | e - W] # helloworl e 23]
oy (e} Inc. ALl rights reserved

GN, CODE, OR INFOR

THIS DESIGI 7
¥ Registers oM ==
Name Hex Decimal Description  Mnemoanic -
[ 20000020 ]
7 DAADBN 0
A 2000053 )
wr eagansaq L]
10 bafoffad 3969837228
1) bef2aced 3203574958
in bas2adad 3203575104
®19 #include <stdio.hs Vi sp beflacch 3203574576
20 [ 73541 =
21" int main(}
22 { . T3 4930818 1974265128
a2 printf("Hello Worldin™); ofigl  FHEFFFEE 2294967295
25 return 9; tvip -
26 3
27 S
i i v i
4 Debug 22 | Project Explorer % Explorer £ Disassembly Enter lncatian here ST
+ & Hellolinux Debug (Limux Dema) ©0010404:  push  {ri1,1r} -
+ & impfhellotinuxelf 00018488:  add

rl1, sp, #4
+ @ F13811381 Signal: Trac trep) | ||#23 printf("Hello World\n");
0x0001040¢ [heliatinueeif] maing: ./src/helloworld., line 23 24 |

Dodlodoc: | moww  re, A11iZ

= Dibdadeta (15c- 22850 foc sart main) e e
B Dboedctat Hnc:2 28501 _Jibe start maind) BER1A4IA: bl 2312 ; addr-0xB0162ed: putsiplt
s. 25 return 0;

GoR10413:  mov  r3, 40

26 ]

0001841c:  mov o, r3
00918428  pop {ri1,pc}
libe_csu_init:
29818424; push {rd,r5,ré,r7,rg,ra,r1g,1lr}
00918428;  mov ¥7, 8
paml@dzc:  ldr 6, [pc, m72]
09010438:  mow 8, rl
00018434:  mov 9, r2
eoR1a43s:  ldr r5, [pc, m6a]
9081843 : add ré, pc, v6
0o018448: b1 388 ; addr-0x000162cd: _init
00018444;  add r5; pe, 15
86918448  sub 6, r6, r5
PARIG4AC:  asrs 6, r6, #2
©0910458:  popeq  {rd,r3,r6,r7,r8,r9,rld,pc}
00918454;  mov rd, 28
00018458  add ri, rd, #1
9091845c:  ldr r3, [r5], 42 -

Figure 6-9: Debug Perspective Launched with HelloLinux Application

TIP: The Linux application output displays in the Vitis software platform console, not the Terminal
window used for running Linux.

11. After you finish debugging the Linux application, close the Vitis IDE.
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Example Project: Booting Linux from QSPI Flash
This Example Project covers the following steps:

1. Create the First Stage Boot Loader Executable File.
2. Make a Linux-bootable image for QSPI flash.

PetaLinux must be configured for QSPI flash boot mode and rebuilt. By default, the Boot
option is SD boot.

TIP: The ZIP file that accompanies this document contains the prebuilt images. If you prefer, you can
O use these and skip to either Booting Linux from QSPI Flash, page 100 or Booting Linux from the SD
Card, page 101, as appropriate to your design.

3. Run the following steps on a Linux machine to change the boot mode to QSPI flash.

a. Change to the root directory of your Petalinux project:
$ cd <plnx-proj-root>

b. Launch the top level system configuration menu:
S petalinux-config

c. Select Subsystem AUTO Hardware Settings.
d. Select Advanced Bootable Images Storage Settings.
- Select boot image settings.
- Select Image Storage Media.
- Select boot device as primary flash.
e. Under the Advanced Bootable Images Storage Settings sub-menu:
- Select kernel image settings.
- Select Image Storage Media.
- Select the storage device as primary flash.
f. Save the configuration settings and exit the configuration wizard.
g. Rebuild using the Petalinux-build command.

Note: For more information, refer to the Petalinux Tools Documentation: Reference Guide
(UG1144) [Ref 8].

4. Program QSPI flash with the Boot Image Using JTAG and U-Boot Command.
5. Boot Linux from QSPI flash.
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Create the First Stage Boot Loader Executable File

1. Open the Vitis software platform.

2. Check that the Target Communication Frame (TCF) (hw_server.exe) agent is running
on your Windows machine. If it is not, in the Vitis software platform, select Xilinx Tools

> XSCT Console.

3. In the XSCT Console window, type Connect. A message appears, stating that the

hw_server application started, or, if it is already running, you will see tcfchant#, as

shown in the following figure.

E workspace - hello_word/scMellowarkd . - Vitis [DE

Filz  Edit Run' Developer- Xiline Proj
= B R il : ZFiF DIt 0~
= | x0T

#F R80T Proceses

it
W || FEreed Filink Software Commandline Tool (X3CT) +2019.2.0
abwd mW Build 2631120 on Sat Aug 24 0%:37:26 MDT 201%

e *& Canvright 1986-201% Xilinx, Ins. All Rights Reascved.

X8DE Server URL: TCPrlooalhost:33688
xmct® XI08 Sarver Channel: tcfchangd

xmctd INFD: [Heli 55-2053] elapesd time for repository (C:/Milinx/Pitief2015.2/data’\smbaddedew) loading 1 ssconde

xaech connect

attenpting te laonch hw_server

rosdsd ¥ilink hw_server »2015.2.0
aidd Bipild date : Rug 24 2015 az 10:13:06
& Capyright 1986-201% Xilimx, Ins. All Rights Reascved.

INFD: hw_s=rver applicaticn atarted
INFD: U=ze Strl-C to oxit hw_perver application

*% ¥ilink hw_server w2019.2.0
wesd Build date : Rug 24 2015 at 10:13:06

*& Coappright 1936-201% Xilinw, Inc. All Righta Reserved.

INFO: hw_server applieation atarted

INFD1 Us= Ctrl-2 to exit hw_server application

INFD: To connsct to this ke server instance use url: CP127.0.0.1:13121

tofchanfl
x=cth

x=zath

Figure 6-10: XSCT Console: hw_server Application Started Message
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4. In the Vitis software platform, select File > New > Application Project. The New
Application Project wizard opens.

5. Use the information the following table to make your selections in the wizard screens.

Table 6-2: New Project Wizard Selections for Booting Linux Project

Wizard Screen System Property Setting or Command to Use
Application Project Project Name fsbl

Use Default Location Select this option

System Project Select Create New

Platform hw_platform

CPU ps7_cortexa9_0

OS Platform standalone

Language ¢

Domain Standalone on ps7_cortexa9_0
Templates Available Templates Zynqg FSBL

6. Click Finish. If a pop up message comes up that "This application required xilffs library
in Board Support Package." Do the same and repeat the above steps to create FSBL
standalone application.

The New Project wizard closes. The Vitis software platform creates the £sb1 application
project under the project explorer. For generating £sbl.elf build the project by
right-clicking on the fsbl project and selecting Build Project.
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Make a Linux Bootable Image for QSPI Flash

1. In the Vitis software platform, select Xilinx > Create Boot Image to open the Create

Boot Image wizard.

A create Boot Image i
Create Boot Image ?
Creates Zyng Boot Image in bin format fram given FSBL elf and partition files in specifisd output falder. @
Architecture: |Zyng x|
@) Craate new BIF file Impeart from existing BIF file
Basic | Security
Qutput BIF file path: - C\designs\edt_gspi_images\output bif Browse.
UDF data Bromse.
Split Cutput format: |BIN. |
Output path: Cdesignshedt_gspi_images\B0O0T bin .Brmnse
Boot image partitions
File path Encrypted  Authentic.., | Add.i
der) Chdesignsiywonkspace\fshih Debugyfsol.elf none none 3 =
Cides e\ tw_platfol torial_bd_wrapper.bit none none | Detete |
Chdesigns\edt_gspi_images\u-boot.elf none none (L Edie. |
Chdesignsied!_gspi_imagesiimage.ub none none . "
[ v |
| Down
2 i Preview BIF Changes Create lmage | | Cance|

Figure 6-11: Creating a Zynq Device Boot Image
2. From the Architecture drop-down list, select Zynq.

Click Browse next to the Output BIF file path field, and navigate to your output .bif
file.

Click Browse next to the Output path field, and navigate to your BOOT .bin file.

Note: The QSPI Boot file, BOOT.bin, is available in the ZIP file that accompanies this guide. See
Design Files for This Tutorial, page 134.
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5. Click Add to add the following boot image partitions:

o

fsbl.elf (bootloader).

Note: You can find £sbl.elf in <project dir>/fsbl/Debug.
Alternately, you can use £sbl.elf from the file you downloaded in Requirements, page 80.

Add Bitstream file tutorial_bd_wrapper.bit.
Add U-Boot image u-boot.elf.

Add the Petalinux output image, image . ub, and provide the offset 0x520000
(image . ub: PetaLinux image consists of kernel image, device tree blob and minimal
rootfs).

6. Click Create Image to create the BOOT.bin file in the specified output path folder.

Program QSPI Flash with the Boot Image Using JTAG

You can program QSPI Flash with the boot image using JTAG.

1. Power on the ZC702 Board.

2. If aserial terminal is not already open, connect the serial terminal with the baud rate set
to 115200.

Note: This is the baud rate that the UART is programmed to on Zynq devices.
3. Select Xilinx > XSCT Console to open the XSCT tool.

4. From the XSCT prompt, do the following:

a.

b.

Zynqg-7000 SoC: Embedded Design Tutorial

Type connect to connect with the PS section.

Type targets to get the list of target processors.
Type ta 2 to select the processor CPU1.

Type dow fsbl.elf to download the FSBL image.
Type con and then stop.

Type dow u-boot.elf to download the Linux U-Boot.

Type dow -data BOOT.bin 0x08000000 to download the Linux bootable image to
the target memory at location 0x08000000.

Note: You just downloaded the binary executable to DDR memory. You can download the
binary executable to any address in DDR memory.

Type con to start execution of U-Boot.

U-Boot begins booting. On the serial terminal, the autoboot countdown message
appears:

Hit any key to stop autoboot: 3
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5. Press Enter.

Automatic booting from U-Boot stops and the U-Boot command prompt appears on the
serial terminal.

6. Do the following steps to program U-Boot with the bootable image:
a. At the prompt, type sf probe 0 0 0 to select the QSPI Flash.
b. Type sf erase 0 0x01000000 to erase the Flash data.

This command completely erases 16 MB of on-board QSPI Flash memory.
c. Type sf write 0x08000000 0 Oxffffff to write the boot image on the QSPI Flash.

Note that you already copied the bootable image at DDR location 0x08000000. This
command copied the data, of the size equivalent to the bootable image size, from DDR
to QSPI location 0x0.

For this example, because you have 16 MB of Flash memory, you copied 16 MB of data.
You can change the argument to adjust the bootable image size.

7. Power off the board and follow the booting steps described in the following section.

Program QSPI Flash with the Flash Programming Tool

Following the steps below, you can program QSPI Flash with the flash programming tool in
the Vitis software platform:

1. Power on the ZC702 Board.

2. If a serial terminal is not open, connect the serial terminal with the baud rate set to
115200.

Note: This is the baud rate to which the UART is programmed on Zynq devices.

3. Select Xilinx > Program Flash.

4. Select the BOOT.bin file to flash and select Program (see the following figure).
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Program Flash Memory

Chapter 6: Linux Booting and Debug in the Vitis Software Platform

Program Flash Memory via In-system Programmer.

Project Type: () System (@ Application

=]

Project: Ifsbl

= |

Connection: |Loca|

v” MNew |

Device: Auto Detect

Image File:  Cldesigns\edt_gspi_images\BOOT.bin

Offset: 0x0

| Select..

| Search... | [ Browse...

Flash Type |gspi-x4-single

el |

FSBL File: Chdesigns\workspace\fsbl\Debuag\fsbl.elf

Convert ELF to bootloadable SREC format and program

[ Blank check after erase
[¥] Verify after flash

| Browse...

[ Program ] [ Cancel

Figure 6-12: Programming the BOOT.bin file Using the Flash Tool

On successful programming, a message appears in the console window saying Flash
Operation Successful.

5. Power off the board and follow the booting steps in Booting Linux from QSPI Flash,

page 100 or Booting Linux from the SD Card, page 101, as appropriate to your design.
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Booting Linux from QSPI Flash

1. After you program the QSPI Flash, set the SW16 switch on your board as shown in the
following figure.

I J .

g
-
o
-
"
L]

1
i

.2

Figure 6-13: Jumper Settings for Booting Linux from QSPI Flash
2. Connect the Serial terminal using an 115200 baud rate setting.

Note: This is the baud rate that the UART is programmed to on Zynq devices.

3. Switch on the board power.

A Linux booting message appears on the serial terminal. After booting finishes, the

root@xilinx-zc702-2019_2:~# prompt appears. Enter the login and password as
root when prompted.

4. Check the Board IP address connectivity as described in Booting Linux Using JTAG
Mode, page 84.

For Linux Application creation and debugging, refer to Example Design: Debugging the
Linux Application Using the Vitis Software Platform, page 89.
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Booting Linux from the SD Card

1. Change the SW16 switch setting as shown in the following figure.

Figure 6-14: Jumper Settings for Booting Linux from SD Card
2. Make the board settings as described in Booting Linux Using JTAG Mode, page 84.

3. Create a first stage bootloader (FSBL) for your design as described in Create the First
Stage Boot Loader Executable File, page 94.

Note: If you do not need to change the default FSBL image, you can use the £sbl.elf file that
you downloaded as part of the ZIP file for this guide. See Design Files for This Tutorial, page 134.

4. Inthe Vitis IDE, select Xilinx Tools > Create Boot Image to open the Create Boot Image
wizard.

5. Add fsbl.elf, bit file (if any), and u-boot.elf.
6. Provide the output folder path in the Output folder field.

7. Click Create Image. The Vitis software platform generates the BOOT .bin file in the
specified folder.
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E Create Boot Image

Create Boot Image

1 I8

Creates Zynqg Boot Image in .bin format from given FSBL elf and partition files in specified output folder.

Architecture:

(@) Create new BIF file (") Import from existing BIF file

Basic | Security

Output BIF file path;  C\designs\edt_sdboot_images\outputbif
UDF data:
[ spiit Output format:

Output path: C\designs\edt_sdboot_images\BOOT.bin

Boot image partitions

File path Encrypted  Authentic... Add
(bootloader) C\designs\edt_sdboot_images\fsbl.elf none none
Chdesigns\workspace\hw_platform\bitstream\tutorial_bd_wrapper.bit none none
C\designs\edt_sdboot_images\u-boot.elf none none
Edit
@' lPreview BIF Changes] [ Create Image ] l Cancel ]

Figure 6-15: Creating the Zynq Device Boot Image
8. Copy BOOT.bin and image.ub to the SD card.

{? IMPORTANT: Do not change the file names. U-Boot searches for these file names in the SD card while
booting the system.

9. Turn on the power to the board and check the messages on the Serial terminal. The

root@plnx_arm:~# prompt appears after Linux booting is complete on the target
board.

10. Set the board IP address and check the connectivity as described in Booting Linux Using
JTAG Mode, page 84.

For Linux application creation and debugging, see Example Design: Debugging the
Linux Application Using the Vitis Software Platform, page 89.
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Chapter 7

Creating Custom IP and Device Driver for
Linux

In this chapter, you will create an Intellectual Property (IP) using the Create and Package
New IP wizard. You will also design a system to include the new IP created for the Xilinx®
Zynq®-7000 SoC device.

For the IP, you will develop a Linux-based device driver as a module that can be dynamically
loaded onto the running kernel.

You will also develop Linux-based application software for the system to execute on the
Zynq SoC ZC702 board.

Requirements

In this chapter, the target platform points to a ZC702 board. The host platform points a
Windows machine that is running the Vivado® Design Suite tools.

The requirements for Linux-based device driver development and kernel compilation are as
follows:

* Linux-based workstation. The workstation is used to build the kernel and the device
driver for the IP.

* An Eclipse-based Integrated Development Environment (IDE) that incorporates the
GNU Toolchain for cross development for target architectures. For Tool related
information and installation, refer to the Xilinx Zynq Tools Wiki Page [Ref 13].

« Kernel source code and build environment. Refer to the Xilinx Zynqg Linux Wiki Page
[Ref 14], which provides details about the Linux kernel specific to Zyng SoC FPGAs. You
can download the Kernel Source files and also get the information for building a Linux
kernel for the Zynq SoC FPGA.

Note: You can download kernel source files and u-boot source files from the Xilinx GitHub
website [Ref 18].

« Device driver software file (blink.c) and the corresponding header file (b1ink.h).
These files are available in the ZIP file that accompanies this guide. See Design Files for
This Tutorial, page 134.
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« Application software (1inux_blinkled_apps.c) and corresponding header file
(blink.h). These files are available in the ZIP file that accompanies this guide. See
Design Files for This Tutorial, page 134.

« If you want to skip the Kernel and device driver compilation, use the already compiled
images that are required for this section. These images are available in the ZIP file that
accompanies this guide. See Design Files for This Tutorial, page 134.

CAUTION! You must build Peripheral IP loadable kernel module (LKM) as part of the same kernel build
process that generates the base kernel image. If you want to skip kernel or LKM Build process, use the
precompiled images for both kernel and LKM module for this section provided in the ZIP file that
accompanies this guide. See Design Files for This Tutorial, page 134.

Creating Peripheral IP

In this section, you will create an AXl4-Lite compliant slave peripheral IP framework using
the Create and Package New IP wizard. You will also add functionality and port assignments
to the peripheral IP framework.

The Peripheral IP you will create is an AXl4-Lite compliant Slave IP. It includes a 28-bit
counter. The 4 MSB bits of the counter drive the 4 output ports of the peripheral IP. The
Block Diagram is shown in the following figure.

Peripheral IP

User logic

EBOutput-0
Counter L output-1
Logic

BOutput-2

BOutput-3

=~ v —mm D

Figure 7-1: Block Diagram for Peripheral IP

Zynqg-7000 SoC: Embedded Design Tutorial Send Feedback 104
UG1165 (2019.2) October 30, 2019 www.Xxilinx.com l—\/—l


https://www.xilinx.com
https://www.xilinx.com/about/feedback/document-feedback.html?docType=Tutorials&docId=UG1165&Title=Zynq-7000%20SoC%3A%20Embedded%20Design%20Tutorial&releaseVersion=2019.2&docPage=104

& XILINX.

Chapter 7: Creating Custom IP and Device Driver for Linux

The block diagram includes the following configuration register:

Register Name

Control Register

Relative Address

0x0000_0000

Width

1 bit

Access Type

Read/Write

Description Start/Stop the Counter

Field Name Bits Type Reset Value Description

Control Bit 0 R/W 0x0 1: Start Counter
2 : Stop Counter

Example Project: Creating Peripheral IP

In this section, you will create an AXl4-Lite compliant slave peripheral IP.

1. Create a new project as described in Example Project: Creating a New Embedded Project
with Zynq SoC, page 13.

2. With the Vivado design open, select Tools > Create and Package New IP. Click Next to

continue.

3. Select Create a new AXI4 peripheral and then click Next.

4. Fill in the peripheral details as follows:

Wizard Screen

System Property

Setting or Comment to Use

Peripheral Details

Name Blink

Version 1.0

Display Name Blink_v1.0

Description My new AXI IP

IP Location C:/designs/ip_repro

Overwrite existing

unchecked

5. Click Next.

6. In the Add Interfaces page, accept the default settings and click Next.

7. In the Create Peripheral page, select Edit IP and then click Finish. Upon completion of
the new IP generation process, the Package IP window opens (see the following figure).
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F ect Summary % Package IP - Blink ]
Packaging Steps Identification
~ Identification Vendor: xilinx.com
~ Compatibility Library: user

& FileGrovwps Name: Blink

Version: 10
~  Customization Parameters
Display name: Blink_v1.0
~  Ports and Interfaces
Description: My new AXIIP
~  Addressing and Memory Vendor display name:
~/  Customization GUI Company url:
+ Review and Package Root directory: c/designs/ip_repo/Blink_1.0
Xml file name: c/designs/ip_repa/Blink_1.0/component.xmi
Categories
+

AXI_Peripheral

Figure 7-2: Package IP Window

8. In the Hierarchy tab of the Sources window, right-click blink_v1_0 under the Design
Sources folder and select Open File. We will need to add Verilog code that creates
output ports to map to the external LEDs on the ZC702 board. Navigate to the line
//Users to add ports here and add the following code below this line:

//Users to add ports here
output wire [3:0] leds,
//User ports ends

9. Find the instance instantiation to the AXI bus interface and add the following code to
map the port connections:

.S_AXI_RREADY (s00_axi_rready),
.leds (leds)
)

10. Save and close blink_v1_0.v.

11. Under Sources > Hierarchy >Design Sources >blink_v1_0, right-click
blink_v1_0_S00_AXI_inst - blink_v1_0_S00_AXI and select Open File.

Next, you will need to add Verilog code that creates output ports to map to the external
LEDs on the ZC702 board and also create the logic code to blink the LEDs when Register
0 is written to.

12. Navigate to the line / /Users to add ports here and add the following code below
this line.

//Users to add ports here
output wire [3:0] leds,
//User ports ends
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13. Find the AXI4Lite signals section and add a custom register, which you will use as a
counter. The added code is highlighted in red:

// AXI4ALITE signals
reg [C_S_AXI_ADDR_WIDTH-1 : 0] axi_awaddr;
reg axi_awready;
reg axi_wready;
reg [1 : 0] axi_bresp;
reg axi_bvalid;
reg [C_S_AXI_ADDR_WIDTH-1 : 0] axi_araddr;
reg axi_arready;
reg [C_S_AXI_DATA_WIDTH-1 : 0] axi_rdata;
reg [1 : 0] axi_rresp;
reg axi_rvalid;
// add 28-bit register to use as counter
reg [27:0] count;

14. Find the 1/O connections assignments section. This is where you assign the last four bits
of the counter to the LEDs. The added code is highlighted in red:

// I/0 Connections assignments

assign S_AXI_AWREADY= axi_awready;
assign S_AXI_WREADY= axi_wready;
assign S_AXI_BRESP= axi_bresp;
assign S_AXI_BVALID= axi_bvalid;
assign S_AXI_ARREADY= axi_arready;
assign S_AXI_RDATA= axi_rdata;
assign S_AXI_RRESP= axi_rresp;
assign S_AXI_RVALID= axi_rvalid;

// assign MSB of count to LEDs
assign leds = count([27:24];

15. Toward the bottom of the file, find the section that states add user logic here. Add the
following code, which will increment count while the s1v_reg0 is set to 0x1. If the
register is not set, the counter does not increment. The added code is highlighted in red:

// Add user logic here
// on positive edge of input clock
always @( posedge S_AXI_ACLK )
begin
//1f reset is set, set count = 0x0
if ( S_AXI_ARESETN == 1'b0 )
begin
count <= 28'b0;
end
else
begin
//when slv_reg_0 is set to 0xl, increment count
if (slv_reg0 == 2'h01)
begin
count <= count+1l;
end
else
begin
count <= count;
end
end
end
// User logic ends
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16. Save and close blink vl 0 S00_ AXI.wv.

17. Open the Package IP - blink tab. Under Packaging Steps, select Ports and Interfaces.

18. Click the Merge Changes from Ports and Interfaces Wizard link.

Project Summary <  Package IP - Blink

Packaging Steps

~

~

Z

Ports and Interfaces

@ Merge changes from Ports and Interfaces Wizard

a = & + o c

Identification

Compatibility
Interface
Mode

Access
Handle

Enablement Is
Dependency Declaration

File Groups Name

SO00_AXI slave

Customization Parameters
Clock and Reset Signals

Ports and Interfaces

Addressing and Memory

Customization GUI

Review and Package

> <

Figure 7-3:

&

Access
Type

Merge Changes from Ports and Interfaces Wizard Link

19. Make sure that the window is updated and includes the LEDs output ports.

Project Summary

Packaging Steps

vy

v

P

~

<  Package IP - Blink

Ports and Interfaces

= -
Identification Q| =|= |+ 0 |C
c ibili N Interface Enablement Is Access
cmpabtalicy ame Mode Dependency Declaration Handle
File Groups S00_AXI slave

Clock and Reset Signals

Customization Parameters
d leds

Ports and Interfaces
Addressing and Memary
Customization GUI

Review and Package
> <

Figure 7-4: Package IP Tab: Ports and Interfaces Page

£

Access
Type

ref

20. Under Packaging Steps, select Review and Package. At the bottom of the Review and
Package window, click Re-Package IP.

The dialog box that opens states that packaging is complete and asks if you would like
to close the project.

21.

Click Yes.

Note: The custom core creation process that we have worked through is very simple with the
example Verilog included in the IP creation process. For more information, refer to the GitHub
Zynq Cookbook: How to Run BFM Simulation web page [Ref 19].
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Integrating Peripheral IP with PS GP Master Port

Now, you will create a system for the ZC702 board by instantiating the peripheral IP as a
slave in the Zynqg SoC processing logic (PL) section. You will then connect it with the PS
processor through the processing system (PS) general purpose (GP) master port. The block
diagram for the system is shown in the following figure.

LIART

Global Interrupt Controller 1

32b GP AXI Master Port |

—

{ AXUNTERCONNECT |
FOLKD
CLOCK
-o D515
Dsle
MM o517
(L3 £

PL

Figure 7-5: Block Diagram

This system covers the following connections:

« Peripheral IP connected to PS General Purpose master port 0 (M_AXI_GPO0). This
connection is used by the PS CPU to configure Peripheral IP register configurations.

« Four output ports of Peripheral IP connected to DS15, DS16, DS17, and DS18 on-board
LEDs.

In this system, when you run application code, a message appears on the serial terminal and
asks you to choose the option to make the LEDs start or stop blinking.

«  When you select the start option on the serial terminal, all four LEDs start blinking.

*  When you select the stop option, all four LEDs stop blinking and retain the previous
state.

In this section, you will connect an AXI4-lite compliant custom slave peripheral IP that you
created in Example Project: Creating Peripheral IP, page 105.

1. Open the Vivado project you previously created in Example Project: Creating a New
Embedded Project with Zynq SoC, page 13.

2. Add the custom IP to the existing design. Right-click the Diagram view and select Add
IP.
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3. Type blink into the search view. B1ink_v1.0 appears. Double-click the IP to add it to
the design.

4. Click Run Connection Automation to make automatic port connections.

5. With the All Automation box checked by default, click OK to make the connections.
Your new IP is automatically connected but the leds output port is unconnected.
6. Right-click the leds port and select Make External.

Diagram x Address Editor

Q aQ 4 x O Q

Ak
=

E A C | Y Default View v

processing_system7_0

ooR + |||

FIXED 10 + |||

useiND.0 + |||

M_AXIGPO = i

M_AXI GPO_ACLK ZYNQ? TICO WAVEQ_QUT
TICO WAVEL OUT

TICO WAVEZ_OUT

FCLK_CLKO

FQ Block Pin Properties...

% Highlight

ZYNQT7 Processing System

E Copy

Blink_0 Q  Search..
W Select All

F S00_AXI
500_axi_aclk

.+ AddP.
Add Module...

s00_axi_aresetn

4 Make External Ctrl+T

Blink_v1.0 (Pre-Production) o
Pinning

IP Settings...
[4 Validate Design

Start Connection Mode

Make Connection...

Figure 7-6: Make the leds Port External

7. In the Flow Navigator view, navigate to RTL Analysis and select Open Elaborated
Design.

8. Click OK.
9. After the elaborated design opens, click the 1/0 Ports tab and expand All ports > led_0.
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Tcl Console | Messages | Log | Reports | DesignRuns | PackagePins |I/OPorts x
Q = ¢4 + M
Name Direction Board PartPin  Board Part Interface ~ Neg Diff Pair
All ports (134
o DDR_18048 (71 INOUT
» FIXEDID_18048 (59)  INOUT
@ leds 0 (4 our

{0 leds 03] our
{0 leds 0[2] our
{ leds_0[L] our
{1 leds 0[0] our

Scalar ports (0

Figure 7-7: 1/0 Ports

10. Edit the led port settings as follows:

Port Name 1/0 Std Package Pin
Leds(3] LVCMOS25 P17

Leds(2] LVCMOS25 P18

Leds[1] LVCMOS25 W10

Leds[0] LVCMOS25 V7

The following figure shows the completed led port settings in the 1/O Ports window.

Tel Console Messages Log Reports Design Runs Package Pins I/0 Ports x
Q = & |4 + A
Name Direction I/O Std Package Pin
+ All ports (134)
& DDR_18048 (71) INOUT (Multiple)*
» FIXED_IO_18048 (59)  INOUT (Multiple)*
v 4 leds 0 (4) out LVCMOS25* -
4l leds_0[3] ouT LVCMOS25% - P17 v
4 leds_0[2] ouT LVCMOS25% - P18 v
4 leds_0[1] ouT LVCMOS25% - W10 v
4 leds_0[0] ouT LVCMOS25% - V7 v

Figure 7-8: LED Port Settings
11. Select Generate Bitstream.

12. The Save Project dialog box opens. Ensure that the check box is selected and then click
Save.

13.If a message appears stating that Synthesis is Out-of-date, click Yes.

14. After the Bitstream generation completes, export the hardware and launch the Vitis™
unified software platform as described in Exporting Hardware to the Vitis Software
Platform, page 22.
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Linux-Based Device Driver Development

Modules in Linux are pieces of code that can be loaded and unloaded into the kernel on
demand. A piece of code that you add in this way is called a loadable kernel module (LKM).
These modules extend the functionality of the kernel without the need to reboot the
system. Without modules, you would need to build monolithic kernels and add new
functionality directly into the kernel image. Besides having larger kernels, this has the
disadvantage of requiring you to rebuild and reboot the kernel every time you want new
functionality.

LKMs typically are one of the following things:

« Device drivers. A device driver is designed for a specific piece of hardware. The kernel
uses it to communicate with that piece of hardware without having to know any details
of how the hardware works.

« Filesystem drivers. A filesystem driver interprets the contents of a file system as files
and directories.

« System calls. User space programs use system calls to get services from the kernel.

On Linux, each piece of hardware is represented by a file named as a device file, which
provides the means to communicate with the hardware. Most hardware devices are used for
output as well as input, so device files provide input/output control (ioctl) to send and
receive data to and from hardware. Each device can have its own ioctl commands, which
can be of the following types:

« read ioctl. These send information from a process to the kernel.
« write ioctl. These return information to a process.
« Both read and write ioctl.

* Neither read nor write ioctl.
For more details about LKM, refer to The Linux Kernel Module Programming Guide [Ref 20].

In this section you are going to develop a Peripheral IP Device driver as a LKM, which is
dynamically loadable onto the running Kernel. You must build Peripheral IP LKM as part of
the same kernel build process that generates the base kernel image.

Note: If you do not want to compile the device driver, you can skip the example of this section and
jump to Loading Module into Running Kernel and Application Execution, page 114. In that section,
you can use the kernel image, which contains blink.ko (image.ub in the shared ZIP files). See
Design Files for This Tutorial, page 134.
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For kernel compilation and device driver development, you must use the Linux workstation.
Before you start developing the device driver, the following steps are required:

1.

Set the toolchain path in your Linux Workstation.

2. Download kernel source code and compile it. For downloading and compilation, refer to

the steps mentioned in Xilinx Zynq Linux Wiki Page [Ref 14].

Example Project: Device Driver Development

You will use a Linux workstation for this example project. The device driver software is
provided in the LKM folder of the ZIP file that accompanies this guide. See Design Files for
This Tutorial, page 134.

1.

Zynqg-7000 SoC: Embedded Design Tutorial

Under the PetaLinux project directory, use the command below to create your module:

petalinux-create -t modules --name mymodule --enable

Petalinux creates the module under
<plnx-project>/project-spec/meta-user/recipes-modules/.

For this exercise, create the "blink" module:

petalinux-create -t modules --name blink --enable

The default driver creation includes a Make file, C-file, and Readme files. In our exercise,
PetaLinux creates blink.c, Makefile, and README files. It also contains bit bake recipe
blink.Dbb.

Change the C-file (driver file) and the make file as per your driver.

Take the LKM folder (reference files) and copy blink.c and blink.h into this
directory.

Open blink.bb recipe and add blink.h entry in SRC_URI.
Run the command:
petalinux-build

After successful compilation the . ko file is created in the following location:

<petalinux-build_directory>/build/tmp/sysroots-components/zc702_zyng7/blink/lib/mod
ules/4.19.0-xil1linx-v2019.2/extra/blink.ko

You can install the driver using the modprobe command, which will be explained in
further detail in the next section.
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Loading Module into Running Kernel and
Application Execution

In this section you will boot Linux onto the Zyng SoC Board and load the peripheral IP as a
LKM onto it. You will develop the application for the system and execute it onto the
hardware

Loading Module into Kernel Memory

The basic programs for inserting LKMs are modprobe. The modprobe command makes an
init_module system call to load the LKM into kernel memory. The init_module system
call invokes the LKM initialization routine immediately after it loads the LKM. As part of its
initialization routine, insmod passes to the address of the subroutine to init_module.

In the peripheral IP device driver, you already set up init_module to call a kernel function
that registers the subroutines. It calls the kernel's register_chrdev subroutine, passing
the major and minor number of the devices it intends to drive and the address of its own
"open" routine among the arguments. The subroutine register_chrdev specifies in base
kernel tables that when the kernel wants to open that particular device, it should call the
open routine in your LKM.

Application Software

The main () function in the application software is the entry point for the execution. It
opens the device file for the peripheral IP and then waits for the user selection on the serial
terminal.

If you select the start option on the serial terminal, all four LEDs start blinking. If you select
the stop option, all four LEDs stop blinking and retain the previous state.

Example Project: Loading a Module into Kernel and Executing
the Application

Booting Linux on the Target Board

Boot Linux on the Zyng SoC ZC702 target board, as described in Booting Linux on a Zynq
SoC Board, page 81.
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Loading Modules and Executing Applications
In this section, you will use the Vitis software platform installed on a Windows machine.
1. Open the Vitis software platform.

You must run the Target Communication Frame (TCF) agent on the host machine.

2. Select XSCT and then connect to connect to the Xilinx Software Command-Line Tool
(XSCT).

3. Inthe Vitis software platform, select File > New > Application Project to open the New
Application Project wizard.

4. Use the information in the table below to make your selections in the wizard screens.

Wizard Screen System Property Setting or Command to Use
Application Project Project Name linux_blinkled_app

Use Default Location Select this option

System project <linux_blinked_app_system>

Domain linux on ps7_cortexa9

CPU cortexa-a9

(O linux

Language c

Sysroot path Leave it unchecked
Templates Available Templates Linux Empty Application

5. Click Finish.

The New Project wizard closes and the Vitis software platform creates the
linux_blinkled_app project under the project explorer.

6. In the Project Explorer tab, expand the linux_blinkled_app project, right-click the src
directory, and select Import.

The Import Sources dialog box opens.

7. Browse for LKM_App folder and select 1inux_blinkled_app.c and blink.h files.

Note: The Application software file name for the system is 1inux_blinkled_app.c and the
header file name is blink.h. These files are available in the LKM folder of the ZIP file that
accompanies this guide. See Design Files for This Tutorial, page 134. Add the
linux_blinkled_app.c and blink.h files.

8. Click Finish.
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Right click on 1inux_blinkled_app project and select Build Project to generate
linux_blinkled_app.elf file in binary folders. Check the console window for the
status of this action.

9. Connect the board.

10. Because you have a bitstream for the PL Fabric, you must download the bitstream. Select
Xilinx Tools > Program FPGA.

The Program FPGA dialog box opens. It displays the bitstream exported from Vivado.

11. Click Program to download the bitstream and program the PL Fabric.

12. Follow the steps described in Chapter 6 to load the Linux image and start it.

After the Kernel boots successfully, in a serial terminal, navigate to
/1lib/modules/<kernel-version>/extra and run the command:

modprobe blink.ko

You will see the following message:

<1>Hello module world.

<l1>Module parameters were (0Oxdeadbeef) and "default"
blink init: Registers mapped to mmio = 0xf09f4000

Registration is a success the major device number is 244.

If you want to talk to the device driver, create a device file by running the following
command:

mknod /dev/blink_Dev c 244 0

The device file name is important, because the ioctl program assumes that is the file you
will use

13. Create a device node:
Run the mknod command and select the the string from the printed message.

For example, the command mknod /dev/blink_Dev c 244 0 creates the
/dev/blink_Dev node.

14. Select Window > Open Perspective > Remote System Explorer and click Open.
The Vitis software platform opens the Remote Systems Explorer.

15. In the Remote Systems Explorer, do the following:
a. Right-click and select New > Connection to open the New Connection wizard.
b. Click the SSH only tab and click Next.
c. Inthe Host Name tab, type the target board IP.
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Note: To determine the target IP, type ifconfig eth0 at the Zzyng> prompt in the serial
terminal. The target IP assigned to the board displays.

d. Set the connection name as blink and type a description.
e. Click Finish to create the connection.
f. Expand blink > sftp Files > Root. The Enter Password wizard opens.

g. Provide the user ID and Password (root/root); select the Save ID and Save
Password options.

h. Click OK.

The window displays the root directory content, because you previously established
the connection between the Windows host machine and the target board.

i. Right-click the "/" in the path name and create a new directory; name it Apps.

j. Using the Remote Systems Perspective explorer, copy the
linux_blinkled_app.elf file from the <project-dir>
linux_blinkled_app/Debug folder and paste it into the /Apps directory under
blink connection.

16. In the Serial terminal, type cd Apps at the Zyng> prompt to open the /Apps directory.

17. Go to the Apps directory at the root@xilinx-zc702-2019_2: Linux prompt, and
type chmod 777 linux_blinkled_app.elf to change the 1inux_blinkled_app.elf
file mode to executable mode.

18. At the root@xilinx-zc702-2019_2: prompt, type ./Linux_blinkled_app.elf to
execute the application.

19. Follow the instruction printed on the serial terminal to run the application. The
Application asks you to enter 1 or 0 as input.

- Type 1, and observe the LEDs DS15, DS16, DS17, and DS18. They start glowing.
- Type 0, and observe that LEDS stop at their state. No more blinking changes.

You can repeat your inputs and observe the LEDs

20. After you finish debugging the Linux application, close the Vitis software platform.
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Chapter 8

Software Profiling Using the Vitis
Software Platform

In this chapter, you will enable profiling features for the standalone domain or board
support package (BSP) and the application related to AXI CDMA, which you created in
Chapter 6.

Profiling an Application in the Vitis Software
Platform with System Debugger

Profiling is a method by which the software execution time of each routine is determined.
You can use this information to determine critical pieces of code and optimal code

placement in a design. Routines that are frequently called are best suited for placement in
fast memories, such as cache memory. You can also use profiling information to determine
whether a piece of code can be placed in hardware, thereby improving overall performance.

You can use the system debugger in the Vitis™ unified software platform to profile your
application.

1. Select the application you want to profile.

2. Right click on the application and Select > Debug As > Launch on Hardware
(Application Debugger).

If the Confirm Perspective Switch popup window appears, click Yes.
The Debug Perspective opens.

3. When the application stops at main, open the Target Communication Frame (TCF)
profiler view by selecting Window > Show View > Debug > TCF Profiler.
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@ TCF Profiler 2 »@ = g
Idle. Press 'Start’ button to start profiling
Address % Exclusive % Inclusive Function File

Called From

Figure 8-1: TCF Profiler View

4. Click the Start *° button to begin profiling. Alternately, you can select the Aggregate
Per Function option in the Profiler Configuration dialog box. Adjust the View Update
Interval according to your required profile sample time. The minimum time is 100 msec.

& Profiler Configuration Lﬁ

@Aggregate per function
[¥] Enable stack tracing

Max stack frames count: 5

View update interval (msec): 4000

[ OK ] | Cancel |

w 4

Figure 8-2: Profiler Configuration Dialog Box

5. Click the Resume button |me| to continue running the application.

To view the profile data in the TCF Profiler tab (shown in the following figure), you must add
an exit breakpoint for the application to stop.
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e (e

Figure 8-3: TCF Profiler Tab

Additional Design Support Options

To assist in your design goals, you might want to learn about the System Performance
Analysis (SPA) toolbox.

The System Performance Analysis (SPA) Toolbox

To address the need for performance analysis and benchmarking, the Vitis software
platform has a System Performance Analysis (SPA) toolbox to provide early exploration of
hardware and software systems. You can use this common toolbox for performance
validation to ensure consistent and expected performance throughout the design process.

For more information on exploring and exercising the SPA toolbox using the Vitis software
platform, refer to the following documentation:

« Vitis Embedded Software Development Flow Documentation (UG1400) [Ref 10]
« System Performance Analysis of an SoC (XAPP1219) [Ref 9]
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Chapter 9

Linux OS Aware Debugging Using the Vitis
Software Platform

OS-aware debugging helps you to visualize OS-specific information such as task lists,
processes/threads that are currently running, process/thread-specific stack trace, registers,
and variables view.

To support this, the debugger needs to be aware of the operating system used on the target
and know about the intrinsic nature of the OS.

With OS-aware debugging, you can debug the OS running on the processor cores and the
processes/threads running on the OS simultaneously.

The Vitis™ unified software platform supports the OS Aware Debug feature for Linux OS
running on Zynq®-7000 SoC devices.

Setting Up Linux OS Aware Debugging

This section describes setting up OS aware debug for a Zynqg board running Linux OS.

Configure the Linux Kernel

To be able to read the process list or to allow process or module debugging, the Linux
awareness accesses the internal kernel structures using the kernel symbols. Therefore the
kernel symbols must be available; otherwise Linux aware debugging is not possible. The
vmlinux file must be compiled with debugging information enabled as shown in

Figure 9-1.

Note: The vimlinux fileis a statically linked executable file that contains the Linux kernel along with
corresponding debug information.

In PetalLinux, enable the below configuration options before compiling the Linux Kernel
using the PetaLinux Tools build configuration command.

CONFIG_DEBUG_KERNEL=y
CONFIG_DEBUG_INFO=y
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Follow the below steps to configure the Linux kernel to build with the debug information.

1. In the Linux machine terminal window, go to the directory of your PetaLinux project.
$ cd <plnx-proj-root>

2. Launch the configuration menu to configure the Linux kernel..
$ petalinux-config -c kernel

3. Select Kernel hacking.
- Select Compile-time checks and compiler options.

o Select Compile the kernel with debug info.

[¥] Compile the kernel with debug info

[ 1 Eeduce debugging information (NEW)

[ 1 Froduce split debuginfo in .dwo files (NEW)

[ 1 Generate dwarfd debuginfo (NEW)

[ 1 Frovide GDB scripts for kernel debugging (NEW)
[*] Enable must check logic

(1024) Warn for stack frames larger than (needs gcc 4.4)
[ 1 Strip assembler—-generated symbols during link
Generate readable assembler code

Enable unused/obsolete exported symbols

Track page owner

Debug Filesystem

Run 'make headers check' when building vmlinux
Enable full Section mismatch analysis

Make section mismatch errors non-fatal

Force weak per-cpu definitions

[ p— p— p— p— p— e f—
e S e |

Figure 9-1: Enabling Debug Info Configuration Options in Linux Kernel

4. Save configuration.

This sets the Linux Kernel configuration file options to the following settings. You can verify
that these options are enabled by looking in the configuration file:

CONFIG_DEBUG_KERNEL=y
CONFIG_DEBUG_INFO=y

5. Launch the configuration menu to configure the system-level options:

S petalinux-config

Select Image Packaging Configuration.
Select INITRD for Root filesystem type.
Save configuration.

6. Build the PetaLinux using the PetalLinux build command petalinux-build.

7. After Petalinux builds successfully, copy the vmlinux file to your host machine.
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This file is needed for the debugger to refer all Linux kernel symbols. Vmlinux generates
under <petalinux project file>/images/linux/vmlinux.

8. Copy Vmlinux to the host machine to use with the Vitis software platform for debugging

the Linux Kernel.

9. Copy the Linux kernel source code to the host machine for debugging. The Linux kernel
is present in <petalinux-project>/build/tmp/work-shared/zc702-zynqg7/

kernel-source.

Note: This document is composed and exercised using the Windows host machine, so it needs
to copy the Linux source code to a location that is accessible for the Vitis tool running locally on
Windows host machine.

Creating the Hello World Linux Application to Exercise the OS
Aware Debugging Feature

1. Open the Vitis software platform.

2. Select File > New > Application Project.

The New Project wizard opens.

3. Use the information below to make your selections in the wizard screens.

Wizard Screen

System Property

Setting or Command to Use

Application Project

Project Name

linux_hello

Use Default Location

Select this option

System project

linux_hello_system

Platform <hw_platform>

Domain linux on ps7_cortexa?
CPU cortexad

(O linux

Language c

Sysroot path

Leave uncheaked

Templates Available Templates Linux Empty Application
4. Click Finish.
5. In the Project Explorer tab, expand the 1inux_hello project, right-click the src

directory, and select Import to open the Import dialog box.

Expand General in the Import dialog box and select File System.

6
7. Click Next.

8. Select Browse.
9

Navigate to your design files folder and select the 0sa folder and click OK.

Zynqg-7000 SoC: Embedded Design Tutorial

UG1165 (2019.2) October 30, 2019

www.Xxilinx.com

l Send Feedback I 123


https://www.xilinx.com
https://www.xilinx.com/about/feedback/document-feedback.html?docType=Tutorials&docId=UG1165&Title=Zynq-7000%20SoC%3A%20Embedded%20Design%20Tutorial&releaseVersion=2019.2&docPage=123

2: XI LI NX® Chapter 9: Linux OS Aware Debugging Using the Vitis Software Platform

Note: For more information about downloading the design files for this tutorial, see Design Files
for This Tutorial, page 134.

10. Add the 1inux_hello.c file and click Finish.

The Vitis software platform automatically builds the application and displays the status
in the console window.

11.Copy linux_hello.elf to an SD card.

Debugging Linux Processes and Threads Using OS
Aware Debug

1. Boot Linux as described in Booting Linux from the SD Card, page 101.
2. Create a Debug configuration.

3. Right-click linux_hello and select Debug as > Debug Configurations.

The Debug Configuration wizard opens, as shown in the following figure.

A Debug Configurations = [E%2]
Create, manage, and run configurations ﬁ\
Debug a program using Application Debugger.
e LIIEES Name: Debugger_linux_hello-Default
BreeliteeIe ¥ Main ] Application| @ Target Setup| ®- Arguments| M8 Environment| 5 Symbol Files| & Source| & Path Map| ] Common
8 Launch Group
- OpencL Debug Type: |Attach to running target -
<~ OpenCL (TCF) = =
peseLigER Connection: [Local = [ew]
[ Target Communication Framework e
$ Xilinx Al Engine SystemC Simulator W Fortorance Analysis
4 & Xilinx Application Debugger
£ Debugger_linux_hello-Default [7] Execute Seript
£ Xilinx Application Debugger (GDB) Summary:

= Xilinx SPM Analysis
£ Xilinx System Debugger
£ Xilinx SystemC-RTL Co-Simulator

Debugger will connect to the target and display current status of all the processors.
No resets or initializations will be performed on the target before launching the debugger.

Filter matched 11 of 23 items [ Reven |[  Appy |
@ [ petug [ cose |

Figure 9-2: Debug Configuration Wizard
In Main window, from the Debug Type drop-down list, select Attach to running target.
From the Connection drop-down list, select Local.

Click Debug.

N o vk

If the Confirm Perspective Switch dialog box appears, click Yes.

Debugger_linux_hello-Debug opens in the Debug Perspective, as shown in the following
figure.

Zynqg-7000 SoC: Embedded Design Tutorial Send Feedback 124
UG1165 (2019.2) October 30, 2019 www.xilinx.com [—\/—]


https://www.xilinx.com
https://www.xilinx.com/about/feedback/document-feedback.html?docType=Tutorials&docId=UG1165&Title=Zynq-7000%20SoC%3A%20Embedded%20Design%20Tutorial&releaseVersion=2019.2&docPage=124
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File Edit Run Developer Xilinx Project Window Help

s | B> & ~iBix | o gRi%t~Q
= i - [ 3 =

& |4 Debug i |5 Project Explorer ™, Explorer | ¥ = 0

“7 | a E Debugger linux_hello-Default (Local)
. @ APU
&2 xc7z020

Figure 9-3: Debug Perspective

8. Set up the Linux kernel symbol file and enable the Linux OS awareness in the debug
configuration.

There are multiple options provided by the Vitis software platform to enable Linux OS
awareness feature enablement and debugging the applications. The following options
are listed in the Symbol File dialog box.

- Enable Linux OS Awareness
This option enables the OS Awareness
- Auto refresh On exec

When this option is selected, all running processes are refreshed and displayed in
the Debug view.

When this option is disabled, the new processes are not displayed in the Debug view.
o Auto refresh on suspend

When this option is selected, all processes will be re-synced whenever the processor
suspends.

When this option is disabled, only the current process will be re-synced.

9. In the Debug view, right-click Debugger_linux_hello-Debug(Local) and select Edit
Debugger_linux_hello-Default (Local).

10. Click the Symbol Files tab.

11. Select /APU/Arm_Cortex_A9MPCore #0 from the Debug Context drop-down menu
and click Add.

The Symbol File dialog box opens.

12. Click the Browse button
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13. Provide the path of the viml inux file that you saved locally on the Windows host
machine in the previous section, and check the box for Enable OS awareness- the file

is an OS kernel, Auto refresh on exec and Auto refresh on suspend as shown in the
following figure.

A edit Configuration o || )R
Edit configuration and launch. @‘L
Debug a program using Application Debugger. 3
Name: Debugger_linux_hello-Default
§Z Main ] Application @ Target Setup | - Arguments | ® Environment | 5 Symbol Files £~ Source| & Path Map| & Common
Debug context: ‘/APU/ARM Cortex-A9 MPCore #0 "
File Address Size Flags File offset/section  Context query Add.
C)\designs\os_aware_debug_sdboot\vmlinux - T
it..
S+ Symbol File 3 ™ Remove |
- " ] Locate File...
File name: C:\designs\os_aware_debug_sdboot\vmlinux U
«| Enable OS awareness - the file is an OS kernel
¥| Auto refresh on exec
v| Auto refresh on suspend
Address: fETE
. Data read
Size: Data write
File offset: Instructions read
Context query:
OK l | Cancel
‘ Revert ‘ ‘ Apply ‘
‘/':7: [ Debug l ‘ Close ‘

Figure 9-4: Enable OS Awareness

14. You can also enable the Auto refresh on exec and Auto refresh on suspend options to
get the refreshed process data while debugging the current application.

15. Click OK.
The Symbol File window closes.
16. Click Continue and then click Save for saving the configuration changes.

The Debug view opens, as shown in the following figure.
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& XILINX.

4% Debug 2 | &5 Project Explorer ™™, Explorer

4 ¥ Debugger_linux_hello-Default (Local)

. &2 APU
2 xc7z020
a @ Linux 4.19.0-xilinx-v2019.2 armv7I
4 {2 Kernel

2 0 swapper/0 (Running)
2 2 kthreadd (Running)
2 3 rcu_gp (Running)
2 4 rcu_par_gp (Running)
& 5 kworker/0:0 (Running)
2 6 kworker/0:0H  (Running)
& 7 kworker/u4:0  (Running)
2 8 mm_percpu_wqg  (Running)
9 ksoftirgd/0  (Running)
2 10 rcu_preempt (Running)
& 11 rcu_sched (Running)
2 12 rcu_bh (Running)
2 13 migration/0 (Running)
14 cpuhp/0 (Running)
2 15 cpuhp/1 (Running)
2 16 migration/1 (Running)
2 17 ksoftirgd/1 (Running)
=& 18 kworker/1:0 (Runninm

Figure 9-5: Debug Perspective

Chapter 9: Linux OS Aware Debugging Using the Vitis Software Platform

i+ v = g

11

You can see the Linux Kernel and list of processes running on the target.

Note: Because the Linux Kernel is built on a different system (Linux Machine) than the host
machine (Windows Machine) on which we are exercising the Linux OS aware application debug,
symbol files path mapping information should be added.

Path mapping will enable you to get source-level debugging and see stack trace,

variables, setting up source level breakpoints, and so on.

The debugger uses the Path Map setting to search and load symbols files for all
executable files and shared libraries in the system.
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& XILINX.

E Debug Configurations

Create, manage, and run configurations

Debug a program using Application Debugger.

FREX|BRy
type filter text
. Launch Group
=~ OpenCL
=~ OpenCL (TCF)
B Target Communication Framework
& Xilinx Al Engine SystemC Simulator
+ & Xilinx Application Debugger
£ Debugger_linux_hello-Default
& Xilinx Application Debugger (GDB)
A Xilinx SPM Analysis
4 & Xilinx System Debugger
. SystemDebugger_fsbl_system
£ Xilinx SystemC-RTL Co-Simulator

Filter matched 12 of 24 items

@

Figure 9-6:
17. Set up the Path Map.

Name: Debugger._linux_hello-Default

Chapter 9: Linux OS Aware Debugging Using the Vitis Software Platform

= [EE]

L

$Z Main| 5] Application | @ Target Setup |+ Arguments| B Environment | 5 Symbol Files % Source | & Path Map - [£] Common

File Path Map Rules:

Saurce
[V] <petalinux-projects/xilink-zc702-2019.2/build/tmp/work-shared/zc702-zynq7/kernel-source

Destination ‘ Add. ‘
C:\ <local-directory>\linux-xinx m
‘ Remove ‘

& File Path Map Rule

Add or edit source and destination path mapping rule

Source and destination are absolute path fragments.
The rule is applied if the source path fragment matches or is a prefix of a path to map.

Source: [<petalinux-project>/xilinx-zc702-2019.2/build/tmp/work-shared/zc702-zynq7 /kernel
Destination: C\<local-directory >\linux-xinx M‘ E ‘
Context Query:

e ([

=]

¥

a. Click the Path Map tab.

b. Click Add.

Revert ‘ ‘ Apply ‘
\ Debug Close ‘

Path Mapping Rule Configuration

c. The source path for the kernel is the compilation directory path from the Linux
machine as shown in the previous figure. For example,
<petalinux-project>/build/tmp/work-shared/zc702-zyng7/kernel-s

ource

The destination path is the host location where you copied kernel in the earlier step.
For example, <local directory>/linux-xlnx.

d. Click Apply to apply the changes.

e. Press Continue to Debug
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g
&

E Debug Configurations =0

Create, manage, and run configurations @\.
Debug a program using Application Debugger.

B EX| Bk Name: Debugger_linux_hello-Default
type filter text & Main| ] Application | @ Target Setup | #- Arguments| ® Environment | % Symbol Files | Source | & Path Map " = Common
A Launich Group File Path Map Rules:
< OpenCL . ‘
-~ OpenCL (TCH) Source Destination Add.. ‘

5 Target Communication Framework [¥] /<petalinux-project> /xilink-zc702-2019.2/build/tmp/work-shared/zc702-zyng7/kemel-source  C\<local-directory=\linux-xinx ‘ Edit ‘

4. Xilinx Al Engine SystemC Simulator —_—
4 ;. Xilinx Application Debugger Remove ‘
£ Debugger_linux_hello-Default
& Xilinx Application Debugger (GDB)
EA Xilinx SPM Analysis
4 % Xilinx System Debugger
£ SystemDebugger_fsbl_system
5 Xilinx SystemC-RTL Co-Simulator

Filter matched 12 of 24 items ‘ Revert ‘
‘?:‘ Debug ‘ ‘ Close |
Figure 9-7: Path Mapping in Debug Configurations

18. Debug a Linux Process or thread.

As shown in Figure 9-5, the list of processes running on the target is displayed. You can
right-click any process and click Suspend. Using this method, you can exercise
debugging features such as watch stack trace, registers, adding break points, and so on.

In the following figure, the suspended process is named 1 init.
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@ Fimi o~ Quick Access § [2 Design [ Tuinmy) @ Remote System Explorer

## Debug = |f Project Cxplorer % Cxplorer [E L=

Hex Decimal Description

19.0-xilinx-v2019.2 armv71 [ 3202812268
el o

anAraeae o
bu7oRSE 320511992

GugPmoe 10k ia

ra, ro, ro
S o) ra

Figure 9-8: Process/Thread Level Debugging

Note: The addresses shown on this page might slightly differ from the addresses shown on your
system.

Debugging the linux_hello Application with OS Aware Debug
1. Mount an SD card using mount /dev/mmcblkOpl /mnt.

2. Runthe /mnt/linux_hello.elf application from the terminal as shown in the
following figure.

&0 Terminal 52

& Serial COM85 (9/14/19, 10:06 AM) &2
root@xilinx-zc702-2019 2:/# mount /dev/mmcblkOpl /mnt
root@xilinx-zc702-2019 2:/# /mnt/linux_hello.elf
Hello World

Hello World

Hello World

Hello World

Helln World

Figure 9-9: Serial Terminal: Running the Linux_hello Application

3. To debug the linux_hello application you created in the previous section using OS aware
debug, follow the steps described in Debugging Linux Processes and Threads Using OS
Aware Debug, page 124, and in addition, add the path mappings for the linux_hello
application as given in the following figure.
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The source path is /1linux_hello.elf. The destination path is
<vitis-workspace>linux_hello/Debug/linux_hello.elf.

[H Debug Configurations o [B]%]
Create, manage, and run configurations :@\
Debug a program using Application Debugger. b

FPoEX|E%- Name: Debugger_linux_hello-Default

type filter text ' Main| (7] Application | @ Target Setup | Arguments| 8 Environment 5 Symbel Files |- Source| & Path Map = Ccmmen|
 Launch Group File Path Map Rules:
- OpenCL
s in N  souee Destination [ A J
5 Target Communication Framewiork B (muctelioeh, ¢ e B e—
£ Xilin Al Engine SystemC Simulator Bl | /<petalinix-piojects/xli:2€702-20192] baild Aotk L | Cilogat dieclo

+ & Xilinx Application Debugger Remove

£ Deugger_linux hello-Default
£, Xilinx Applicatior Debugger (GDB)
3 Xilinx SPM Analysis
4+ & Xilinx System Debugger
& SystemDebugger_fsbl_system
£ Xilinx SystemC-RTL Co-Simulator

1

Down

[ Reven [ appiy

Filter mztchad 12 of 24 items.

0] [ oo [ o= |
Figure 9-10: Path Mapping Information in Debug Configurations

4. The destination pathisin the Debug view. Right-click on linux_hello Debug (Local) and
select Relaunch.

5. In the Vitis debugger, do the following:
a. Observe the running application as one of the processes/threads in kernel.

b. Right-click on the 1inux_hello.elf thread and click Suspend to suspend
application.

¢. Add a breakpoint.

These actions are shown in the following figure.
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Figure 9-11: Debugging a Process from main ()

When the control hits the breakpoint, the Debug view updates with the information of
the 1inux_hello.elf process.

The Debug View also shows the file, function, and the line information of the breakpoint
hit. A thread label includes the name of a CPU core, if the thread is currently running on
a core.

You can perform source level debugging, such as stepping in, stepping out, watching
variables, stack trace, and registers.

You can perform process/thread level debugging, including insert breakpoints, step in,
step out, watch variables, stack trace, and so on.

Some additional information about this process:

« One limitation with this process is that the target side path for a binary file does not
include a mount point path. For example, when the 1inux_hello process is located
on an SD card, which is mounted at /mnt, the debugger shows the file as
/linux_hello.elf instead of /mnt/linux_hello.elf.

« There is an additional way to Enable Linux OS Awareness in the Vitis software platform
using an XSCT command line command. For information about this command, refer to
the osa command help in XSCT [Ref 11].
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& XILINX

Appendix A

Additional Resources and Legal Notices

Xilinx Resources

For support resources such as Answers, Documentation, Downloads, and Forums, see Xilinx
Support.

Solution Centers

See the Xilinx Solution Centers for support on devices, software tools, and intellectual
property at all stages of the design cycle. Topics include design assistance, advisories, and
troubleshooting tips.

Documentation Navigator and Design Hubs

Xilinx Documentation Navigator provides access to Xilinx documents, videos, and support
resources, which you can filter and search to find information. To open the Xilinx
Documentation Navigator (DocNav):

« From the Vivado IDE, select Help > Documentation and Tutorials.
« On Windows, select Start > All Programs > Xilinx Design Tools > DocNav.

« At the Linux command prompt, enter docnav.

Xilinx Design Hubs provide links to documentation organized by design tasks and other
topics, which you can use to learn key concepts and address frequently asked questions. To
access the Design Hubs:

« In the Xilinx Documentation Navigator, click the Design Hubs View tab.
* On the Xilinx website, see the Design Hubs page.

Note: For more information on Documentation Navigator, see the Documentation Navigator page
on the Xilinx website.
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Related Design Hubs

The following design hubs are applicable to embedded development and the methods
described in this guide:

« Petalinux Tools Design Hub

Design Files for This Tutorial

The ZIP file associated with this document contains the design files for the tutorial. You can
download this file from this link.

Design files contain the HDF files for each section, and the source code and pre-built
images for all the sections.

Xilinx Resources

The following Xilinx Vivado Design Suite and Zynq®-7000 SoC guides are referenced in this
document.

—_

Zyng-7000 SoC Technical Reference Manual (UG585)

Zynq-7000 SoC Software Developers Guide (UG821)

Vivado Design Suite User Guide: Using Constraints (UG903)

Vivado Design Suite User Guide: Getting Started (UG910)

Vivado Design Suite Tutorial: Embedded Processor Hardware Design (UG940)
Vivado Design Suite User Guide: Release Notes, Installation, and Licensing (UG973)
UltraFast Embedded Design Methodology Guide (UG1046)

Petalinux Tools Documentation: Reference Guide (UG1144)

© ®©® N o U~ W DN

System Performance Analysis of an SoC (XAPP1219)
10. Vitis Embedded Software Development Flow Documentation (UG1400)
11. Xilinx Software Command-Line Tool Reference Guide (UG1208)

Support Resources

12. Embedded Design Tools Web page
13. Xilinx Zynq® Tools Wiki Page
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14. Xilinx Zynq Linux Wiki page
15. The Software Zone

Additional Resources

16. The Effect and Technique of System Coherence in Arm Multicore Technology by John
Goodacre, Senior Program Manager, Arm Processor Division
(http://www.mpsoc-forum.org/previous/2008/slides/8-6%20Goodacre.pdf)

17. Arm Cortex-A9 MPCore Technical Reference Manual, section 2.4, Accelerator Coherency
Port
(http://infocenter.arm.com/help/index.jsp?topic=/com.arm.doc.ddi0407e/CACGGBCF.html)

18. Xilinx GitHub website: https://github.com/xilinx

19. GitHub ZYNQ Cookbook: How to Run BFM Simulation:
https://github.com/imrickysu/ZYNQ-Cookbook/wiki/How-to-run-BFM-simulation

20. The Linux Kernel Module Programming Guide:
http://tldp.org/LDP/lkmpg/2.6/html/index.html

Training Resources

Xilinx provides a variety of training courses and QuickTake videos to help you learn more
about the concepts presented in this document. Use these links to explore related videos:

Vivado Design Suite QuickTake Video Tutorials
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support terms contained in a license issued to you by Xilinx. Xilinx products are not designed or intended to be fail-safe or for use
in any application requiring fail-safe performance; you assume sole risk and liability for use of Xilinx products in such critical
applications, please refer to Xilinx's Terms of Sale which can be viewed at https://www.xilinx.com/legal.htm#tos.

AUTOMOTIVE APPLICATIONS DISCLAIMER

AUTOMOTIVE PRODUCTS (IDENTIFIED AS "XA" IN THE PART NUMBER) ARE NOT WARRANTED FOR USE IN THE DEPLOYMENT OF
AIRBAGS OR FOR USE IN APPLICATIONS THAT AFFECT CONTROL OF A VEHICLE ("SAFETY APPLICATION") UNLESS THERE IS A
SAFETY CONCEPT OR REDUNDANCY FEATURE CONSISTENT WITH THE ISO 26262 AUTOMOTIVE SAFETY STANDARD ("SAFETY
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2: X”_INX® Appendix A: Additional Resources and Legal Notices

DESIGN"). CUSTOMER SHALL, PRIOR TO USING OR DISTRIBUTING ANY SYSTEMS THAT INCORPORATE PRODUCTS, THOROUGHLY
TEST SUCH SYSTEMS FOR SAFETY PURPOSES. USE OF PRODUCTS IN A SAFETY APPLICATION WITHOUT A SAFETY DESIGN IS FULLY
AT THE RISK OF CUSTOMER, SUBJECT ONLY TO APPLICABLE LAWS AND REGULATIONS GOVERNING LIMITATIONS ON PRODUCT

LIABILITY.

© Copyright 2015-2019 Xilinx, Inc. Xilinx, the Xilinx logo, Alveo, Artix, Kintex, Spartan, Versal, Virtex, Vivado, Zynq, and other
designated brands included herein are trademarks of Xilinx in the United States and other countries. AMBA, AMBA Designer, Arm,
ARM1176JZ-S, CoreSight, Cortex, PrimeCell, Mali, and MPCore are trademarks of Arm Limited in the EU and other countries.
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